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Abstract

The web server is an essential component of many systems today. It has the
possibility to give access to files with sensitive information and it is the backbone
that enable a vast amount of applications. This makes it critical to ensure that files
are only accessed and altered by intended users and that web servers are always
up and running when expected. One important aspect of doing this is to ensure
that the configuration of the web server does not cause security vulnerabilities.
However, this is not a straightforward task as there are normally hundreds of
configurations parameters and different vulnerabilities to take into account. This
thesis explores security vulnerabilities related to the configuration of web servers,
more specifically the web server software Apache and Nginx, and how to verify
absence of security misconfiguration.

The exploration consists of three major segments. First, information sources
regarding security misconfiguration of Apache and Nginx are analyzed and com-
pared. The conclusion is that there are beneficial sources but none is covering every
configuration needed to avoid security misconfiguration. They could also benefit
from using scoring systems to allow users to understand which security miscon-
figurations are the most critical. Next, tools available today that can help users
verify absence of faulty configuration are examined and compared. The conclusion
is that there is no tool with ready to use content fully covering every configuration
needed to avoid security misconfiguration. Besides, they are, to a varied extent,
not satisfactory regarding how they present rationale about and possible conse-
quences from needed configuration and an easy to survey output. This result lead
to the exploration if it is possible to use available tools to create a beneficial so-
lution which can verify the presence of all needed configuration and at the same
time educate users about why this configuration is needed and neatly present the
result of this verification. This resulted in the development of new ready to use
content for one of the examined tools called Chef Inspec. The purpose of the new
content was to see if it was possible to cover all types of needed configuration and
how Chef Inspec performed with this new content. The conclusion is that it is
possible to create content covering all needed configuration, but problems arise
if a user is running multiple Apache instances on the same machine. The solu-
tion is fairly satisfying but there is room for improvement of the output of Chef
Inspec to facilitate the users understanding of the rational behind the suggested
configuration and the survey of the result from the verification.
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Popular Science Summary

Web applications are present in a wide range of areas, not only in business related
operations but also in financial, healthcare, defense, and other critical infrastruc-
tures. It is of high importance to ensure that web applications are secure and that
they do not expose security vulnerabilities that malicious users can take advantage
of to create damage.

The web server is an essential component of many web applications. It has the
possibility to give access to files with sensitive information and it is a backbone
that enable a vast amount of systems. Thus, it is critical to ensure that files are
only accessed and altered by intended users and that web servers are always up
and running when expected.

One important aspect of doing this is to ensure that the configuration of the
web server does not cause security vulnerabilities. However, this is not a straight-
forward task as there are normally hundreds of configurations parameters and
different vulnerabilities to take into account. Besides, research have shown that
configuration is today not only performed by professional system administrators
but also by pluralistic and novice administrators as a result of open-source software
and the on-demand cloud computing infrastructure.

This thesis explores the relationship between configuration of web servers and
security. It analyzes what configuration is required to counteract security vul-
nerabilities of web servers and if, or how, validation to ensure presence of this
correct configuration can be performed today. The thesis shows that there are
beneficial information sources regarding security misconfiguration of web servers,
but none is covering every configuration needed to avoid security misconfigura-
tion. The information sources could benefit from using scoring systems to allow
users to understand which security misconfigurations are the most critical. It also
demonstrate that no tool was found with ready to use content fully covering every
configuration needed to avoid security misconfiguration. Besides, the examined
tools are, to a varied extent, not satisfactory regarding how they present rationale
behind and possible consequences from needed configuration and an easy to survey
output. The thesis suggests that there is one beneficial tool with the possibility
to educate users but that the ready to use content for it found was not adequate.
New content was written for this tool, showing that it has the possibility to cover
almost all types of needed configuration for the web servers Apache and Nginx.
However, there is room for improvement of the output and some functions.
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Chapter1
Introduction

This chapter introduces the problem, specifies the objectives for the thesis, presents
previous related research and describe the outline of the report.

1.1 Background

The web server is an essential component in a wide range of systems, covering
everything from simple file sharing to business-critical applications. The basic
architecture no matter the system is that a client makes HTTP requests to the
web server to receive information, i.e. files, and the web server analyze the request
and send a HTTP response containing the file, if it exists/can be generated and the
user is entitled to access it. If this is not the case, an error message is sent signaling
what went wrong. In this way, web servers have the possibility to give clients access
to files that can contain sensitive information such as financial or private data and
are the backbone that enable a vast amount of network connected systems today.
Thus, it is of high importance to ensure that files are only accessed and altered by
the intended users and that web servers is always up and running when expected. A
critical activity to achieve this is ensuring that the configuration of the web server
is correct and not creating any vulnerabilities that malicious attackers can exploit.
However, this is not a straight forward task as a web server usually have hundreds
of configuration parameters and there are many different types of vulnerabilities
that one needs to take into account. It seems as this is indeed a problem within
the industry as security misconfiguration is ranked as number six of the ten most
critical web application security risks in the OWASP Top Ten, which is described
further in Section 2.2. The goal of this thesis is to investigate this problem further
and analyze what configuration is required to counteract vulnerabilities of web
servers and if or how validation to ensure presence of this correct configuration is
performed today.

1.2 Problem description and research objectives

The thesis will examine the relationship between between vulnerabilities and the
configuration of web servers and investigate questions such as

1



2 Introduction

• What vulnerabilities related to configuration of web servers exist and what
sources of information exists to learn about this? How does these sources
compare to each other?

• What tools exist today to access and evaluate vulnerabilities related to the
configuration of web servers?

• How are vulnerabilities related to configuration of web servers presented to
the user? Are the different vulnerabilities ranked? Is the user educated
about the vulnerabilities?

1.3 Scope

The thesis will only focus on configuration related to vulnerabilities and not config-
uration that can lead to system misbehavior such as crashes, hangs, indeterminate
failures, etc. To distinguish between configuration issues related to security vulner-
abilities and configuration issues related to system misbehavior the term “security
misconfiguration” will be used to describe the former and the term “behaviour
misconfiguration” will be used to describe the latter. Security misconfiguration
is a term that is used by the Open Web Application Security Project (OWASP),
which is further described in Section 2.2, while behaviour misconfiguration is a
term which is formulated for this thesis.

The thesis will only focus on the configuration of web servers, more specifically,
their directories, files, the content of these and their permissions. Only tools that
have the possibility to evaluate this in detail will be examined. If an information
source or a tool is found with content for other software and not just web servers,
e.g. that a tool have tests available for several types of databases, this will be
mentioned but the content will not be examined.

1.4 Related work

The focus of paper [197] is not specifically on security misconfiguration but rather
on behaviour misconfiguration, however, the results are still relevant for this the-
sis as it confirms the need for support when configuring systems. The authors
conclude that systems are in general today, and that this trend will continue in
the next decades, more complex due to their large number of configuration pa-
rameters and the correlation and dependency between these parameters, both
inside the software programs and across different software components. They also
state that as a result open-source software and the on-demand cloud computing
infrastructure, configuration is today not only performed by professional system
administrators but also by pluralistic and novice administrators who operate their
own systems. Another problem is that many software projects have inexplicit or
even hidden configuration constraints that are neither documented in user man-
uals nor informed via system reactions. This invisibility diminish the possibility
for users to understand the configurations and determine the settings. The au-
thors also cover approaches and tools to discover configuration errors, though only
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mentioning their names and not examining them in depth as tools will be in this
thesis.

The authors of [117] contributed with 78 generic security best practices, weighted
in importance, that users can use to manually assess any web server engine. When
evaluating the best practise documents they noticed that servers with the same
web server vendor and same version had very different result and that the running
operating systems, the configuration of the web server, and the conformity with
basic security policies is of importance. They also found that the conclusion of
how secure a web server is is not solely dependent on the amount of passed test,
but rather how important the passed/failed tests are. Thus, this paper does not
examine the differences between the sources and does not evaluate configuration
tools. However, the sources of information used to derive the security best practice
is used and evaluated in this thesis.

The authors of [62] contributed with the open source tool called SCAAMP
which audit, fix and rate the security of the configuration of Apache, MySQL
and PHP to cover the “lack of freely available tool that assists developers and
administrators to automatically audit, fix and rate security configuration risks for
web server environments on which web applications are tested (during develop-
ment) and then deployed” [62]. When testing the tool they found that the de-
fault security configuration offered by eleven real-life web application development
and deployment environments were not in conformity with recommended security
configuration settings and that it existed observable variations among the eleven
packages while the security differences between OS platforms and between manual
and pre-packaged server environments was not highly significant. The results con-
firms the need for support when configuring systems but unfortunately it does not
mention what sources of information was used as a base for defining configuration
vulnerabilities. The tools mentioned will be further examined in this thesis.

Paper [22] covers why diagnosing security misconfigurations is difficult, preva-
lent configuration and its structure and approaches for detecting misconfiguration.
The authors develop a tool which is functional across heterogeneous entities such
as applications, systems and the cloud with a declarative rule specification to make
validation checks easy to encode, comprehend, extend and maintain. They com-
pare it with other security misconfiguration detection tools over the difference in
time required to run the tools and how many lines of code it takes to declare a
rule. The sources of information are not compared, and the tools mentioned will
be further examined in this thesis.

In [21] the author focus on the need for automatic solutions to aid the man-
agement of large-scale deployments of disparate computing devices over evolving
dynamic networks. He highlights that within security issues there is untapped
potential of using automatic computing. He develops a tool that translate OVAL
(see more in Section 2.4.1) to CfEnginge policies (see more in Section 5.2.2), to
enable devices to assess and reconfigure themselves without the need of an ad-
ministrator. The report is relevant as it covers both OVAL and CfEngine and
highlight the benefits of automatic solutions to manage security misconfiguration.
It also mentions other tools that will be further examined in this thesis.

The security of container images is examined in [187] and evaluation of con-
figuration files is part of this procedure. To test security misconfiguration, they
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specify so called compliance rules derived from relevant sources. When the article
was published the rules where mostly targeting best practices for Linux-class oper-
ating system but the authors states that “we plan to expand our compliance rules
to cover not only the OS checking rules, but also application-specific rules, such
as for MySQL, ngnix, etc” [187]. The authors reach the conclusion that 99% of
the public images contain 5 compliance rule violations and that the average com-
pliance rule violation is barely related to how popular the container images is, but
seems to vary when grouping the container images by distributions. The research
of the paper is relevant to security misconfiguration, but does unfortunately not
yet include relevant sources or tools related to web servers.

Another tool called EnCore is presented and evaluated in [198] which automat-
ically detect behaviour misconfigurations while taking into account the interaction
between the configuration settings and the executing environment and the corre-
lations between configuration entries. The tool learns configuration rules from a
given set of sample configurations and does thus not require manually specified
rules. The research is relevant as, although it is not the primary focus, it is able
to find security misconfigurational relevant information. In addition, the tool take
advantage of machine learning and not manual labour to define rules and also take
environment and correlation into account which is an approach that differs from
the research previously mentioned. In addition, numerous tools are mentioned
which are examined in this thesis.

1.5 Outline

The this thesis is structured as follows:

• Chapter 1 Introduction: Introduces the problem, specifies the objectives for
the thesis, presents previous related research and describe the outline of the
report

• Chapter 2 Preliminaries: Introduces relevant background knowledge

• Chapter 3 Method: Describes how the research was conducted and the ra-
tionale behind decisions made throughout the process

• Chapter 4 Analysis of Information Sources: Presents the result of the re-
search regarding sources of information

• Chapter 5 Analysis of Tools: Presents the result of the research regarding
tools

• Chapter 6 Implementation: Presents the result of the implementation of
content for the tool Chef Inspec

• Chapter 7 Discussion: Discuss the results of the previous chapters

• Chapter 8 Conclusion and Future Research: Summarize the thesis and sug-
gest relevant related research



Chapter2
Preliminaries

This chapter provides a brief summary of relevant web server software, organiza-
tions, frameworks and concepts.

2.1 Web Servers

Web servers have a so called client-server structure and run over a networked
environment, e.g. the Internet [117]. Clients connect to a web server and makes a
request by Uniform Resource Locators (URLs), which specify what communication
protocol to use, e.g. http, the server name, e.g. www.apache.org, a URL-path, e.g.
/docs/current/getting-started.html and possibly a query string, e.g ?arg=value,
for passing additional arguments to the server. The URL-path represents the
content that the client is requesting. The server sends a response to the client
containing a status code, e.g. an indication whether the request was successful
or not, and possibly a response body [74]. Figure 2.1 illustrates the place and
function of a web server in a general system architecture. There are numerous
web server software and Apache HTTP and Nginx are the most used in terms of
open source versions [115].

2.1.1 Apache HTTP

The Apache HTTP server, also called httpd, was launched in 1995. The cur-
rent version is 2.4 and previous versions such as 2.2 are no longer supported [68].
Apache HTTP is configured by placing directives in plain text configuration files
and the main configuration file commonly called httpd.conf. Other configuration
files may be added using the Include directive. Changes to the main configuration
files are only recognized when it is started or restarted. The configuration files
contain one directive per line and arguments to them are separated by a whites-
pace. Directives in the configuration files are case-insensitive, but arguments to
directives are often case sensitive. If a line begin with a hash character # it is
considered a comment and is ignored. Comments may not be included on the same
line as a configuration directive.

Apache HTTP is a modular server and only includes the most basic functional-
ity in the core server. Users can add extended features through so called modules.
By default, a base set of modules is included in the server at compile-time. The

5



6 Preliminaries

Figure 2.1: The place of a web server in a general system architec-
ture

server can be compiled to use dynamically loaded modules and then modules can
be compiled separately and added at any time by using the LoadModule directive.
Otherwise, it must be recompiled to add or remove modules.

Directives placed in the main configuration files apply to the entire server but
users can configure only a part of the server by scoping directives by placing them
in <Directory>, <DirectoryMatch>, <Files>, <FilesMatch>, <Location>, and
<LocationMatch> sections. These sections limit the application of the directives
which they enclose to particular filesystem locations or URLs. They can also
be nested, thus allowing fine grained configuration. The Apache HTTP also has
the capability to serve many different websites simultaneously by using so called
Virtual Hosting and directives can also be scoped by placing them inside <Virtu-
alHost> sections, so that they will only apply to requests for a particular website.

Users can also use decentralized management of configuration through special
files placed inside the web tree. They are usually called .htaccess, but any name
can be specified in the AccessFileName directive. Directives placed in .htaccess
files apply to the directory where the file is located, and all the sub-directories.
The .htaccess files follow the same syntax as the main configuration files. Changes
made in the .htaccess files take immediate effect as they are read on every re-
quest [73]. For more detailed information about Apache HTTP and its configura-
tion, visit [73].

2.1.2 Nginx

Nginx, also stylized as NGINX and nginx, was released in 2004 and was originally
developed to solve the difficulty with handling large numbers of concurrent con-
nections and to “create the fastest web server around” [106]. The current version is
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1.16 [105]. Nginx have one master process and several worker processes, where the
main purpose of the master process is to read and evaluate configuration and main-
tain worker processes while worker processes do the actual processing of requests.
The number of worker processes is defined in the configuration file and can be fixed
or automatically adjusted to the number of available CPU cores. The way that
Nginx works is determined in the configuration file. By default, the configuration
file is named nginx.conf and placed in the directory /usr/local/nginx/conf,
/etc/nginx, or /usr/local/etc/nginx [102]. Other configuration files can be
added by using the include directive in the main nginx.conf file to reference the
contents of the other configuration files. Changes made in the configuration file
will not be applied until the command to reload configuration is sent to nginx or
it is restarted [104].

Nginx consists of modules which are controlled by the configuration options
called directives. The directives are specified in the configuration file and are di-
vided into simple directives and block directives. A simple directive consists of the
name and parameters separated by spaces and ends with a semicolon (;). A block
directive has the same structure as a simple directive, but ends with a set of addi-
tional instructions surrounded by braces ( and ) instead of a semicolon. If a block
directive can have other directives inside braces, it is called a context. Directives
located outside of any contexts are considered to be in the main context. Lines
that start with a hash character # is considered a comment and are ignored [102].
For more detailed information about Nginx and its configuration, see [102].

2.2 Open Web Application Security Project (OWASP)

OWASP is an international and non-profit organization established in 2001 with
an open community “dedicated to enabling organizations to conceive, develop, ac-
quire, operate, and maintain applications that can be trusted” [133]. There are
more than 45,000 people that voluntarily participate in the project [144]. OWASP
produces different types of materials such as tools, documents, forums, and chap-
ters which are all free to access [133] and their work is recommended/mentioned
by numerous governmental institutions, e.g. the Canadian Cyber Incident Re-
sponse Centre and the American National Institute of Standards and Technology
(NIST), and international organizations, e.g. Institute of Electrical and Electron-
ics Engineers (IEEE) and the European Union Regulations [142]. One of their
most popular projects is the OWASP Top Ten which describe and rank the most
critical security risks to web applications and is continuously updated (released so
far year 2004, 2007, 2010, 2013 and 2017) [141].

2.3 The Center for Internet Security, Inc. (CIS)

The Center for Internet Security, Inc. (CIS) is a non-profit entity that through
an international community provide various resources such as security best prac-
tises and tools to help private and public organizations safeguard against cyber
threats [27]. There are more than 200 employees [63] but the development of
their resources also involves volunteer participants outside the organization. They
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state on their website that “The CIS Controls and CIS Benchmarks are the global
standard and recognized best practices for securing IT systems and data against
the most pervasive attacks. These proven guidelines are continuously refined and
verified by a volunteer, global community of experienced IT professionals” [27].
There is no reference to governmental or international organizations citations on
their website, but their best practice documents called CIS Benchmarks was down-
loaded more than a million times during 2018, more than 300 of the members of
their SecureSuite membership are a governmental institutions [64] and as seen in
Chapter 3 their work is also used in the academia.

2.4 National Institute of Standards and Technology (NIST)

NIST is an American governmental institute with the vision to be “the world’s
leader in creating critical measurement solutions and promoting equitable stan-
dards” [126]. NIST work in many areas, e.g. Bioscience, Energy and Cyberse-
curity [128]. They maintain numerous security related resources, including the
widely used National Vulnerability Database (NVD) which is a database with in-
formation of software security vulnerabilities [125]. They also maintain the SCAP
suite, further described below.

2.4.1 Security Content Automation Protocol (SCAP)

SCAP is a suite of specifications and is developed for expressing, exchanging, and
processing security automation content. SCAP content describes what endpoint
posture information to collect and how to compare this information against a
desired state using implementation-neutral, standardized formats. SCAP tools
use these formats to drive the collection and evaluation of posture information
to determine if software vulnerabilities and misconfigurations exist on a specific
managed endpoint [195]. The same SCAP content can be used by multiple tools
to perform a given assessment described by the content [127]. SCAP was created
as a NIST program in 2006, and the first SCAP v1 specification, SCAP 1.0, was
published in 2009. The current revision, SCAP 1.3, was released in February 2018.
A new version, called Security Content Automation Protocol (SCAP) Version 2,
is under development and is described as “the next major revision of the Security
Content Automation Protocol (SCAP)” [195]. A white paper was released in
September 2018 which presents the design goals, set of issues to address from the
previous versions of SCAP, a draft SCAP v2 architecture, and outlines an iterative
development process for SCAP v2 [195].

The article “Understanding SCAP Through a Simple Use Case” [60] was pub-
lished 2016 and it provides a quite comprehensive description of the elements of
SCAP. In the article, the SCAP specification is divided into three (disjoint and
complementary) categories:

1. Languages for checklists and tests specification and reporting,

2. Enumerations (dictionaries) of security information,

3. Vulnerability measurement and scoring systems.
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The authors depict that the languages are aimed to give a meaning to the
whole information in the context of the systems to be checked, the enumerations
contain the information about platforms, configurations and vulnerabilities and
the measurement and scoring systems allow to give a ranking to the results of the
tests and to prioritize remediation. They then describe that the base components
of SCAP are:

• XCCDF: Extensible Configuration Checklist Description Format is a lan-
guage for writing security checklists/benchmarks and report the results of
their evaluation.

• OVAL: Open Vulnerability and Assessment Language is a language for
representing system configuration information, assessing machine state, and
reporting the results.

• CPE: Common Platform Enumeration is a nomenclature and dictionary of
hardware, operating systems, and applications.

• CCE: Common Configuration Enumeration is a nomenclature and dictio-
nary of software security configurations.

• CVE: Common Vulnerability and Exposures is a nomenclature and dictio-
nary of software security flaws.

• CVSS: Common Vulnerability Scoring System is a system for measuring
the severity of software vulnerabilities.

The authors also described the basic workflow of SCAP as “a tool takes an
XML file as input written in XCCDF with references to CPE, CCE, CVE and
CVSS items and with eventually links to OVAL definitions. It then outputs an
XML file from which an HTML report or guide can be generated ” [60]. The flow
is illustrated in Figure 2.2:

Figure 2.2: Basic SCAP workflow

OVAL, XCCDF and CCE are described more in detail below.

2.4.1.1 Open Vulnerability and Assessment Language (OVAL)

OVAL is a language based on XML and is defined by XML Schemas. It involves
three different categories:
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• Collecting Information from Systems through the OVAL System Char-
acteristics schema which defines a standard XML format to represent system
configuration information, e.g. operating system parameters, installed soft-
ware application settings, and other security relevant configuration values.
The schema provides system characteristics which OVAL Definitions can be
compared to in order to analyze a system for the presence of a particular
machine state [50].

• Standardized Tests through the OVAL Definition schema which is the lan-
guage framework for writing OVAL Definitions in XML. OVAL Definitions
encode the details of a specific machine state (when is a system vulnerable,
in compliance, etc.) which enable testing of a system to be automated [50].
An OVAL Definition consists of multiple tests referring to objects (i.e. a
file name, a registry key) and states (i.e. file’s md5 hash, registry key’s
value). A test will pass when a resource denoted by given object satisfies
requirements in a corresponding state [137].

• Results of the Tests through the OVAL Results schema which defines a
standard XML format for reporting the results of the evaluation of a system.
The results data contains the current state of a system’s configuration as
compared against a set of OVAL Definitions [50].

An open source tool based on SCAP which is further described in Section 5.1.1
summarize OVAL as a “declarative language for making logical assertions about
the state of endpoint system” [137]. Figure 2.3 shows an example of an OVAL
Definition for Apache HTTP.

2.4.1.2 Extensible Configuration Checklist Description Format (XCCDF)

XCCDF is a specification language for writing security checklists which together
form a benchmark for a given system. Each checklist consists of a set of rules
logically grouped. The XCCDF syntax is based on XML. A XCCDF rule is a
high-level definition which will be translated to a check on the related system.
The rules are not specified directly inside the XML file, instead they point to
OVAL Definition files [60].

2.4.1.3 Common Configuration Enumeration (CCE)

The CCE is identifiers for security configuration issues and exposures. It gives each
particular security-related configuration issue a unique identifier and can correlate
configuration data across multiple information sources [113]. The CCE has not
been updated at all since 2013, only outdated versions of Apache is supported and
Nginx is not supported at all [132].
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Figure 2.3: OVAL Definition for Apache HTTP
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Chapter3
Method

This chapter describes how the research was conducted and the rationale behind
decisions made throughout the process.

3.1 Literature Study

When the thesis was initiated, the first objective was to understand the state of
security misconfiguration of web servers and see to what extent the subject was
covered within the academia and if there was any problems related to security
misconfiguration. Thus, a great amount of time was spent on examining previous
research and articles related to the area. The decision was made to focus on
security misconfiguration of the Apache HTTP server and the Nginx server as
these are the two most popular open source web servers [114] [194] [116], thus
accessible by everyone and widely used. Quite a lot of research was found within
the area, however, most of it covered new tools or suggestions of how to handle
configuration and not detailed examination of the pros and cons of existing tools
and approaches. In addition, a lot of research focus on behaviour misconfiguration
and not security misconfiguration. Modest information or comparison between
sources of information of security misconfiguration was found.

3.2 Information Sources

To be able to examine the tools and approaches available, their strength and weak-
nesses and understanding if they provided any valuable validation or information
regarding security misconfiguration, it was decided to continue the thesis with
focus on sources of information of security misconfiguration. This was done to
gain more knowledge about problems and counter measurements related to secure
configuration of web servers, but also to explore if there was any good recourse
to use as a baseline to evaluate against when examining the tools and approaches
found. The sources of information found through the primary literature study was
first examined. However, the examination of sources was an iterative process as
some of the sources and tools examined referred to not previously found sources of
information and as new papers and studies was read as the thesis advanced. The
sources of information found was:

13
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• CIS Benchmarks (mentioned in [113] [129] [117] [60] [22] [145] [131])

• OWASP Testing Guide (mentioned in [193] [23] [25] [22] [85])

• Guide to General Server Security (mentioned in [193])

• Common Criteria (mentioned in [180] [129])

• Orange Book (mentioned in [129]

• HIPAA (mentioned in [22])

• PCI DSSS standards (mentioned in [22] [134])

• OSSG guidelines [22]

• DISA STIG (mentioned in [22]) [134] [129]

• FEDRAMP (mentioned in [22])

• Federal Information Security Management Act (FISMA) (mentioned in [22])

• United States Government Configuration Baseline (USGCB) (mentioned
in [22] [134])

• The National Information Assurance Partnership (NIAP) (mentioned in [22])

• SANS (mentioned in [51])

• National Checklist Program Repository (mentioned in [24])

The sources of information with many references to them found and/or with
in-depth security misconfiguration of web server related content, i.e. with ac-
tual suggestion of values and not general recommendations such as “verify that
the proper encryption strength is implemented for the encryption methodology in
use” [52], was chosen to be examined further. These were the CIS and OWASP
documents and the DISA STIGs. The CIS Benchmarks (see more in Section 4.1)
for Apache and Nginx were favourable baselines for comparing other sources of
information and the ready to use content of the tools against as they:

• Are easy accessible as they are provided as PDFs unlike the DISA STIGs
which need a special tool for proper viewing or the OWASP documents which
have quite dispersed configuration recommendations, requiring to manually
go through pages to find them.

• Cover both Apache and Nginx, unlike the DISA STIGs which only cover
Apache and the OWASP documents that mostly cover general cases or giving
example recommendations only for Apache.

• Have large number of relevant recommendations. The CIS Benchmark have
more than 80 recommendations all relevant for directly auditing the con-
figuration of Apache and more than 50 for Nginx while the DISA STIGs
have many duplicates and recommendations involving interviewing person-
nel and the OWASP recommendations are all not relevant for web servers
or not specifying how to perform the audit in detail.
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• Had the highest amount of references towards it out of the papers and
documents examined in the literature study.

When the sources of information chosen to be examined further was examined,
the main questions was

• How is the information structured?

• Does it educate the user about the reasons behind recommendations/concerns
mentioned?

• Are software specific remediation given or are they general?

• Is there any ranking of recommendations/concerns?

• When was it last updated?

• Who are the author(s)?

• Does it cover information that the CIS Benchmarks for Apache and Nginx
does not cover?

The result of this analysis in found in Chapter 4.

3.3 Tools

A variety of tools and approaches was found through studying literature and
searching online for tools related to the subject, although many primarily tar-
geted to behaviour misconfiguration. However, these tools were not immediately
rejected as they might be adapted for security misconfiguration purposes. Tools
found that were not part of the previously mentioned scope were rejected, e.g.
online scanners or tools only specified towards Java-objects. It was also decided to
reject tools that did not support common open source operating systems such as
Ubuntu, Debian, Red Hat and SUSE as this imply that the tool is not suitable for
the general public. The tools and approaches found that were not rejected was:

• CIS-KAT (mentioned in [22] [145])

• Nessus (mentioned in [62] [180] [21] [113])

• OpenSCAP (mentioned in [22] [60] [187])

• CFEngine (mentioned in [197] [21]) [196]

• Chef (mentioned in [21] [197])

• Chef Inspec (mentioned in [22])

• Puppet (mentioned in [22] [21] [197])

• Ansible (mentioned in [22])

• GovReady (mentioned in [22])

• LCFG (mentioned in [197] [196])



16 Method

• NewFig (mentioned in [197])

• Confaid (mentioned in [197])

• SCAAMP (mentioned in [62])

• Ovalyzer (mentioned in [21])

• Ferret (mentioned in [180])

• Cops (mentioned in [180])

• Spex (mentioned in [198])

• EnCore (mentioned in [198])

• CODE (mentioned in [198])

• ConfigRE (mentioned in [196])

• Glean (mentioned in [196])

• Validation (mentioned in [196])

• Chronus (mentioned in [196])

• Joval

CIS-KAT and Nessus are both proprietary solutions but they do have scaled
down free versions. Unfortunately, the free versions did not cover web servers
(CIS-KAT) or support configuration checks (Nessus). Contact was made to the
companies behind these tools to see if it was possible to obtain the tools with the
required functions. Unfortunately this was unsuccessful and these tools are not
evaluated. A lot of the tools or approaches was only to be found in papers and with
no possibility to access or evaluate them. This was the case for NewFig, Ovalyzer,
Ferret, COPS, Spex, ECnCore, CODE, ConfigRE, Glean, Validation, Chronus,
and Confaid. LCFH only supports Red Hat Enterprise Linux and Scientific Linux
and will therefore not be examined. SCAAMP only evaluates Apache, has not been
updated since 2013 and is stated to be in beta mode. GovReady is a bash wrapper
around OpenSCAP and is stated to not currently being actively maintained. As
OpenSCAP is still maintained and like GovReady require SCAP content it was
chosen to be examined instead. OpenSCAP was also chosen to be examined instead
of Joval as OpenSCAP is open source and Joval is not, and they use the same kind
of SCAP content for evaluation. Chef Inspec is the component from the suite of
Chef software with focus on security and compliance and therefore this was the
chosen software of the Chef software suite to be examined. Thus, the tools further
examined in the thesis are OpenSCAP, CFEnginge, Chef Inspec, Puppet and
Ansible. These tools were all examined using Ubuntu 18.04 as operating system.

When the tools were examined, the main questions were:

• What operating systems are supported?

• Under what licence is it released?

• Does it need to be installed onto the device it examines?
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• Is it possible to evaluate both Apache and Nginx? Is there ready to use
content to evaluate them? Are other types of software supported?

• Does it have the possibility to remediate misconfiguration found?

• Does it work as intended or are there problems?

• Does it offer evaluation and/or configuration that correspond to secure best
practice? How does it compare to the CIS Benchmarks?

• Is there any type of scoring or ranking of the configuration parameters?

• Is the user educated about why a certain configuration is suggested?

Different tools offered different extent of ready to use content, as seen in Chap-
ter 5. If there was a multitude of ready to use content, it was decided to examine
the one with most downloads and the one which resulted in the most extensive se-
cure configuration by default, i.e. not requiring the user to have knowledge about
security misconfiguration and specify his secure configuration by himself. This
was decided as it could give interesting insights in if popular ready to use content
is secure and if there are ready to use content that correspond to available best
practice. Ready to use content that did not only focus on Apache or Nginx but
also other software such as run-time environment was disregarded. The result of
the analysis is found in Chapter 5.

3.4 Exploring a Possible Solution

As seen in Chapter 5, the examination of the tools and their content showed that
the majority hardly had any ready to use content corresponding to available best
practice. There were cases with quite extensive content to improve the security,
such as at Ansible Galaxy, although nothing was found that had a complete cov-
erage of all needed configuration that had been found in the different information
sources and ready to use content. Another aspect to take into account, as stated
in [22], is that verification and deployment of configuration are two distinct opera-
tions and by combining them, assertions and rationale behind configuration is not
cleanly specified and mixed with the deployment code. This is the case for both
Puppet and Ansible, as seen in Section 5.4 and Section 5.5. Each configuration
decision made by these tools is not explicitly stated and instead a high-level de-
scription such as “Configure Apache” and the result of this action, i.e. if everything
was corresponding to the endorsed configuration or if a remediation was needed,
is presented. This does not create a solution which makes it easy for a user of the
tool to understand and learn more about why or why not a certain configuration
should be made and if this is the right option for his use case. Besides, a user
might be tempted to just run the deployment code without understanding what
is really affected and possibly create a suboptimal configuration.

In conclusion, no solution was found that satisfied full coverage of necessary
configuration to fully protect web servers and that enabled users to understand why
that configuration should be made and possible consequences that he should be
aware of. This generated the question whether it is possible or not to create such a
solution with the available examined tools. Chef Inspec was the only examined tool



18 Method

specifically developed for verification of configuration and thus avoiding previously
mentioned problems with mixing verification and deployment. It has a design that
allows ranking, rational and remediation to be clearly specified, it is still being
maintained, it has an community that share ready to use content and its design
makes it quite straightforward for user to create their own content. Thus, it seemed
most beneficial to choose Chef Inspec as the tool for exploring if verification of
fully coverage of needed configuration and education about this configuration was
possible.

To verify if Chef Inspec truly was a feasible solution for verifying of absence
of security misconfiguration it was decided to create new content for Chef In-
spec. The recommendations of the CIS Benchmarks and the missing ones found
in other sources of information and ready to use content of the tools was divided
into categories depending on what type of configuration it was. Then, at least
one verification of a recommendation belonging to each category was tried to be
implemented. In a few cases, such as the Nginx category “Verify Existence of
Directive Inside a Context and Verify Its Value”, two tests were implemented to
verify that both quite straight forward and more complex recommendations au-
dits were possible. The implementations were tested thoroughly, verifying that
correct configuration and missing or erroneous configuration was detected accord-
ingly according to each written control, including situations where the same type
of configuration was enabled in different contexts or in different configuration files.
The result of the implementation and constraints found is found in Chapter 6.



Chapter4
Analysis of Information Sources

This chapter describes the results of the analysis of information sources related to
security misconfiguration.

4.1 CIS Benchmarks

The CIS Benchmarks are best practices to enable secure configuration. CIS states
on their website that “CIS Benchmarks are the only consensus-based, best-practice
security configuration guides both developed and accepted by government, busi-
ness, industry, and academia ” [28]. They are continuously developed and refined
through volunteer efforts of subject matter experts, technology vendors, public
and private community members and the CIS Benchmark Development team.
There are benchmarks available for Operating Systems, Server Software, Cloud
Providers, Mobile Devices, Network Devices, Desktop Software and Multi Func-
tion Print Devices [28]. The benchmarks are free to access and can be found
at [29]. There are benchmarks relevant for this thesis:

• Apache HTTP have the CIS Apache HTTP Server 2.4 Benchmark v1.4.0
which was published 13/07/2018, aimed towards Apache Web Server ver-
sions 2.4 running on Linux.

• Nginx have the CIS NGINX Benchmark v1.0.0 which was published 28/02/2019,
aimed towards NGINX version 1.14.0 running on Linux.

The CIS Apache HTTP Server 2.4 Benchmark v1.4.0 will be called CIS Apache
and the CIS NGINX Benchmark v1.0.0 will be called CIS NGINX through the rest
of the thesis. In general, subchapters of the benchmarks will be mentioned with
their number and not name, e.g. CIS Apache 3.5.

It is interesting to notice that the number of authors of or contributors to
CIS Apache are 18, where 8 are security related organizations and the rest are
individuals without a title or association to any company stated, while CIS NGINX
only have 3, all of them individuals without a title or association to any company
stated. The are about 50 recommendations in CIS NGINX while CIS Apache has
more than 80 recommendations. This might be due to that Apache HTTP is older
and is more widely used.

The CIS Benchmarks are granular, with specific audits and remediation recom-
mendations depending on what software the benchmark is developed for. There
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are numerous recommendations for each benchmark, e.g. the CIS Apache have
more than 70 recommendation which are divided into 12 different categories such
as “Minimize Apache Modules” and “Principles, Permissions, and Ownership”. The
recommendations usually follow the syntax:

• Title (Scoring status)

• Configuration profile

• Description

• Rationale

• Audit

• Remediation

• Default Value

• References

• CIS Controls

The scoring status can be either “Scored” or “Not Scored”, where the failure
or compliance to comply with “Scored” recommendations will decrease or increase
the final benchmark score and the failure or compliance to comply with “Not
Scored” recommendations will not decrease/increase the final benchmark score.
There are no clear definition in the benchmarks or homepage of CIS of how the
benchmark score is calculated, but there is a checklist of all the recommendation in
the end of the benchmarks with the scoring status included. In a forum discussion
from 2005 it is stated that “CIS Benchmark Score details show, for each of the
security settings required by the benchmark, whether your computer meets that
requirement” [59]. Thus, a possible description could be that recommendation
with the status “Not Scored” are not as important to have set correctly compared
with the recommendations with the status “Scored”.

Configuration profile is either “Level 1” or “Level 2”, where the Level 1
profile is intended to be practical and prudent, provide a clear security benefit
and not inhibit the utility of the technology beyond acceptable means. The Level
2 profile extends Level 1 and items that have this profile can be intended for
environments/use cases where security is paramount, acts as defense in depth
measure or may negatively inhibit the utility/performance of the technology. It
is also possible to have subcategories related to the two profiles, e.g. CIS NGINX
have the profiles “Level 1 - Webserver”, “Level 1 - Proxy”, “Level 2 - Webserver”,
“Level 2 - Proxy” and “Level 2 - Loadbalancer”.

Description describe what the recommendation say and potential exceptions
for the recommendation, e.g. the recommendation in CIS Apache named “3.5 Set
Group Id on Apache Directories and Files (Scored)” with the description “The
Apache directories and files should be set to have a group Id of root, (or a root
equivalent) group. This applies to all of the Apache software directories and files
installed. The only expected exception is that the Apache web document root
( $APACHE_PREFIX/htdocs ) is likely to need a designated group to allow
web content to be updated (such as webupdate ) through a change management
process.”
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Rational describe and educate the reader about the reason behind the rec-
ommendation. Some recommendation have quite extensive rational, such as CIS
Apache 6.4 while others only have a sentence, e.g. CIS Apache 3.5.

Audit describe how a user can examine if the recommended setting is config-
ured.

Remediation describe how a user can configure the recommended setting.
Default Value describe what the default value of the setting is.
References refer to external sources of information relevant for the recom-

mendation, e.g. documentation from the organization behind the software.
CIS Controls are reference to relevant parts of the CIS Controls. The CIS

Controls are a prioritized set of actions that form a set of best practices that
mitigate the most common attacks against systems and networks. The document
contains controls and their sub-controls which are high-level descriptions of what
to do and they require the readers to further educate themselves and find out how
they can actually perform the Sub-Control. The controls do not cover information
about how to configure web servers which the CIS Benchmarks do not cover.

4.2 OWASP Testing Guide

The OWASP Testing Guide is part of the OWASP Testing Project, which has
the aim to “help people understand the what, why, when, where, and how of test-
ing web applications” [152]. The Testing Guide describes a testing framework and
techniques to implement the framework. According to OWASP “Many industry ex-
perts and security professionals, some of whom are responsible for software security
at some of the largest companies in the world, are validating the testing frame-
work.” The current version is v4 and was most recently updated in 2016 [143].
There are more than 50 authors and 7 reviewers for the Testing Guide v4 and it is
not mentioned if the authors/reviewers work at or represent a certain organization
or company [151]. Although this is a testing guide and not strictly a guideline
of how to avoid security misconfiguration, relevant information regarding server
configuration was found, including information that the CIS Benchmarks do not
cover.

The OWASP Testing Guide v4 have nine chapters with subchapters that covers
how to test different areas of a web application. Usually, the subchapters follow
the syntax:

• Summary

• How to test

Where summary describes why the test(s) are performed and what can hap-
pen if an attacker would succeed with the operation that the test examine, and
how to test usually have descriptions of Black Box Testing and Gray Box Testing.
Sometimes the subchapters have content with recommendations and guidelines in
how and why certain things should be done, although this is not the general case.

There are subchapters with content related to how to test the configuration of
servers, but it is seldom that an entire subchapter is specifically targeted against
webservers and their configuration. E.g, in the subchapter 4.3.2 Test Application
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Platform Configuration (OTG-CONFIG-002) [145], the Black Box Testing cover
Sample and known files and directories, i.e. that unnecessary sample applications
and files are removed, Comment review, i.e. ensuring that comments included
inline in HTML code does not leak information and System Configuration, which
recommends using CIS-CAT to asses systems’ conformance to CIS Benchmarks.
The Gray Box Testing states that “It is impossible to generically say how a server
should be configured, however, some common guidelines should be taken into
account: ” [145], and then 14 guidelines follow, e.g:

• “Only enable server modules (ISAPI extensions in the case of IIS) that are
needed for the application. This reduces the attack surface since the server
is reduced in size and complexity as software modules are disabled. It also
prevents vulnerabilities that might appear in the vendor software from af-
fecting the site if they are only present in modules that have been already
disabled [145]”.

• “Handle server errors (40x or 50x) with custom-made pages instead of with
the default web server pages. Specifically make sure that any application
errors will not be returned to the end-user and that no code is leaked through
these errors since it will help an attacker. It is actually very common to
forget this point since developers do need this information in pre-production
environments [145]”.

• “Make sure that the server software runs with minimized privileges in the
operating system. This prevents an error in the server software from di-
rectly compromising the whole system, although an attacker could elevate
privileges once running code as the web server [145]”.

Thus, the subchapter 4.3.2 Test Application Platform Configuration (OTG-
CONFIG-002) covers both issues specifically related to configuration of web servers
but also cover developer comments which is not strictly related how to a web server
is configured.

It is also not obvious which subchapters actually contain information regarding
server configuration. Most of the subchapters belonging to chapter 4.3 Configu-
ration and Deployment Management Testing mention tests of web server con-
figuration or how the configuration should be, except for 4.3.8 Test RIA cross
domain policy (OTG-CONFIG-008), but there are also relevant content in other
subchapters, but not all. Examples of relevant subchapters are 4.2.2 Fingerprint
Web Server (OTG-INFO-002), 4.8.3 Testing for HTTP Verb Tampering (OTG-
INPVAL-003, 4.9.1 Analysis of Error Codes (OTG-ERR-001), 4.10.1 Testing for
Weak SSL/TLS Ciphers, Insufficient Transport Layer Protection (OTG-CRYPST-
001) and 4.10.4 Testing for Weak Encryption (OTG-CRYPST-004). However, this
is not obvious and required manual examination of the different subchapters. An-
other matter is that there is seldom guidance of how to remediate the configuration
and what correct values are. Thus, even if the reader discern that the information
and tests covered in a subchapter is relevant to the security of the configuration
of a webserver, he will most likely need to spend time to understand how to cor-
rectly configure his web server. This can become tedious since there are numerous
configuration settings covered.
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4.2.1 Comparison between OWASP Testing Guide and CIS Benchmarks

Most of the content related to secure configurations of web servers is covered in CIS
NGINX and CIS Apache, but there are cases where the OWASP Testing Guide
v4 cover areas which neither of the CIS Benchmark mention, or only one of them.

4.2.1.1 Sensitive Information

In Test Application Platform Configuration (OTG-CONFIG-002) [145] under the
headline “Logging” it is mentioned that sensitive information should be kept out
of logs, and this is only covered by the CIS NGINX (CIS NGINX 3.1) and not
CIS Apache. In the same chapter it is also mentioned that log information should
never be visible to end users or even web administrators as it breaks separation of
duty controls. This is not mentioned by either CIS NGINX or CIS Apache.

Testing for Sensitive information sent via unencrypted channels(OTG-CRYPST-
003) [148] mention to check if password or encryption keys are hardcoded in the
source code or configuration files, which neither CIS Apache or CIS NGINX men-
tion. When installing the default distro package for Ubuntu 18.04 for Apache
HTTP and Nginx there are no hardcoded passwords och encryption keys, but it
could still be wise to check for this.

4.2.1.2 HTTP

Another difference in recommendation is that in Testing for HTTP Verb Tam-
pering (OTG-INPVAL-003) [147]. OWASP recommends only to accepts GET
or POST request, while CIS Apache recommends GET, HEAD, POST and OP-
TIONS to be accepted in CIS Apache 5.7 and CIS NGINX recommends GET,
POST and HEAD to be accepted in CIS NGINX 5.1.2.

4.2.1.3 Permissions and Ownership

In Test File Permission (OTG-CONFIG-009) [146] there are differences in recom-
mendations for permissions on different filetypes. Configuration Directory have
the recommended permission 700(rwx——) and Configuration 600(rw——-) while
CIS Apache 3.6 recommends that permissions on Apache directories should gener-
ally be rwxr-xr-x (755) and file permissions should be similar except not executable
unless appropriate. This applies to all of the Apache software directories and files
installed with the possible exception of the web document root [23] and CIS NG-
INX 2.3.2 recommends 750 on all etc/nginx directories and 640 on all /etc/nginx
files. Thus, OWASP recommend more strict permissions than both CIS Apache
and CIS NGINX.

4.2.1.4 SSL/TLS

OWASP also gives more extensive information regarding cryptography and TLS
configuration. In Testing for Weak SSL/TLS Ciphers, Insufficient Transport Layer
Protection (OTG-CRYPST-001) [150] various recommendations are given. It is
among other things stated that weak ciphers must not be used, e.g. less than
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128 bits, no NULL ciphers suite and no Anonymous Diffie-Hellmann. To exclude
SSL ciphers with less than 128-bit, only those belonging to the category HIGH
should be allowed, i.e. those with key lengths larger or equal to 128 bits [65]. CIS
Apache mention that “it is critical to ensure the configuration only allows strong
ciphers greater than or equal to 128-bit to be negotiated with the client” in CIS
Apache 7.5 but does only exclude ciphers belonging to the category LOW, i.e. low
strength encryption cipher suites, currently those using 64 or 56 bit encryption
algorithms [65]. CIS NGINX gives different recommendation for configuration of
what SSL ciphers to use for different types of server(“Server block configuration for
client connectivity to web server”, “FIPS 140-2 compliant web server”, “No weak
ciphers SSLLABS web server” and “Mozilla modern profile web server” are those
relevant for this thesis) in CIS NGINX 4.1.5. The importance of 128-bit ciphers
is never mentioned, and only recommendation for “No weak ciphers SSLLABS
web server” and “Mozilla modern profile web server” disables ciphers belonging to
categories other than HIGH. As this is not the general suggested configuration
and that the importance of 128 bits is not mentioned, CIS NGINX, as well as CIS
Apache, can not be said to put emphasis on 128-bit ciphers.

Both CIS Apache and CIS NGINX exclude NULL ciphers in the recommen-
dations in CIS Apache 7.5 and CIS NGINX 4.1.5. Only CIS Apache efficiently
exclude all Anonymous Diffie-Hellmann in CIS Apache 7.5 through the option
!aNULL, i.e. excluding the anonymous DH algorithms and anonymous ECDH al-
gorithms. In CIS NGINX 4.1.5 anonymous DH cipher suites but not anonymous
Elliptic Curve DH (ECDH) cipher suites are excluded through the use of !ADH in
“Server block configuration for client connectivity to web server” and “FIPS 140-2
compliant web server”, the other two exclude all anonymous DH algorithms.

Not allowing Export (EXP) level cipher suites [181] is also mentioned. These
are disabled by default as of OpenSSL 1.0.2, but it can also be disabled through
configuration. It is covered by disabling Export strength encryption algorithms
through the use of !EXP in CIS Apache 7.5/7.8 and by all recommendations in
CIS NGINX 4.1.5 except in “No weak ciphers SSLLABS web server configuration”
which instead does it by only accepting those with key lengths larger than 128
bits.

In this chapter it is also mentioned that servers should support Forward Se-
crecy [165]. This is done by supporting Ephemeral Diffie-Hellman, i.e. cipher
suites belonging to the categories kDHE/kEDH, DHE/EDH, kECDHE/kEECDH,
ECDHE/EECDH, or only DHE/EDH or ECDHE/EECDH to exclude anonymous
cipher suites [65]. This is covered by the recommended configuration in both CIS
Apache 7.5/7.8 and CIS NGINX 4.1.5, but only the recommendation in CIS NG-
INX 4.1.5 “Mozilla modern profile web server” exclude all key-exchange algorithm
that does not provide Forward Secrecy.

Testing for Weak Encryption (OTG-CRYPST-004) [149] mention several hash
and encryption algorithms that should not be used. Those that are relevant for
this thesis, i.e. configurable to support or not for a web server, are MD5, RC4,
DES and SHA1. MD5, RC4 and are disabled in CIS Apache 7.5/7.8 and in all
of the recommendations in CIS NGINX 4.1.5, except “No weak ciphers SSLLABS
web server configuration” for MD5 and RC4. However, neither MD5 or RC4 is
supported in the TLS v1.2 cipher suites, and since Nginx is recommended to only
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support TLS 1.2 in CIS NGINX 4.1.4, they are covered [65]. DES is disabled in
CIS Apache 7.5/7.8 and CIS NGINX 4.1.5 by excluding cipher suites belonging to
the category LOW [65] or specifically stating what ciphers suites are supported.
CIS Apache also excludes 3DES in CIS Apache 7.8, and CIS NGINX does this
indirectly by recommending to only support TLS v1.2 cipher suites as 3DES is
not supported in TLS 1.2. This is also the case for SHA1. CIS Apache does not
disable SHA1.

4.2.1.5 Key entropy

That keys need to be generated with proper entropy is also covered in chap-
ter Testing for Weak SSL/TLS Ciphers, Insufficient Transport Layer Protection
(OTG-CRYPST-001) [150], which is not mentioned by neither CIS Apache or CIS
NGINX. More information about this issue can be found in [186] where entropy
and entropy production is discussed. It states that OpenSSL does not verify how
much entropy is in the random data it pulls from /dev/urandom and that since it
is not certain that /dev/urandom have a high level of entropy, as it will provide
data from its PRNG regardless of the amount of entropy in the entropy pool,
the random data might not be that random. It continues with that as OpenSSL
only seeds its internal Pseudo Random Number Generator (PRNG) once per run-
time this is an issue for long running processes, such as servers that link to the
OpenSSL libraries and that all PRNG operations performed for the duration of
the server only have as much entropy as was available at the invocation of the
OpenSSL library. The problem of /dev/urandom is however debated. In [99], it is
argued that using /dev/random rather than /dev/urandom is not to recommend
in most use cases as they stem from the same cryptographically secure pseudoran-
dom number generator (CSPRNG). Also, that since /dev/random blocks when it
is estimated to have run out of entropy, /dev/random diminish availability which
might lead to undesirable work arounds or a not well-functioning service. When
running “man urandom” in the terminal it is stated that “The /dev/random inter-
face is considered a legacy interface, and /dev/urandom is preferred and sufficient
in all use cases, with the exception of applications which require randomness dur-
ing early boot time;”. Thus, it seems as /dev/urandom is a sufficient source of
entropy. Still, if a user believes that /dev/urandom is not secure enough, Apache
users have the possibility to configure sources for seeding the PRNG in OpenSSL
at startup time and/or before a new SSL connection through the directive called
SSLRandomSeed [72]. Nginx users do not have this possibility, and would need to
use OpenSSL to reseed [186]. In conclusion, the default source for random data
for OpenSSL seems to be good enough and thus not something that needs reme-
diation, but Apache users have the possibility to configure other options if they
would prefer.

4.2.1.6 Protection Against Famous Attacks

SSL/TLS compression, which enables the so called CRIME attack [162], is another
problem that OWASP mention in chapter Testing for Weak SSL/TLS Ciphers, In-
sufficient Transport Layer Protection (OTG-CRYPST-001) [150]. In Apache, it is
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possible to configure whether the web server should accept SSL/TLS compression
or not and the directive SSLCompression is recommended to be set to off in CIS
Apache 7.7. SSL/TLS compression is briefly mentioned in CIS NGINX 4.1.14, and
it is stated that HTTP/2.0 disables this. As mentioned previously, there might be
a risk that HTTP/2.0 is not used even if it is configured. However, this is not a
problem, as SSL compression is disabled for all versions of OpenSSL since Nginx
1.3.2 [103].

In chapter Testing for Weak SSL/TLS Ciphers, Insufficient Transport Layer
Protection (OTG-CRYPST-001) [150] it is mentioned that SSL Renegotiation
must be properly configured to avoid Man in the Middle [49] and Denial of Ser-
vice [166] attacks. The fix for these attacks, RFC 5746 [100], is available in
OpenSSL as of version 0.9.81 [67] by disabling all renegotiation. It is also men-
tioned in CIS Apache 7.6. There is an option to allow renegotiation despite the
RFC 5746, and this option is disabled in CIS Apache 7.6. In CIS NGINX, it is
mentioned in CIS NGINX 4.1.14 that by enabling HTTP/2.0 renegotiation is dis-
abled. Unfortunately, if a client does not support HTTP/2.0, a lower version of the
protocol will be used [110] and the server is not protected by HTTP /2.0. How-
ever, since Nginx 0.8.23 client-initiated renegotiation has not been allowed [103],
and thus Nginx servers as of Nginx 0.8.23 is protected from this attack. This is
not mentioned at all in the CIS NGINX, reasonably as it is not configurable in
modern versions, but one could still prefer some information about this to educate
the reader.

Several other attacks are also mentioned in this chapter. The BEAST at-
tack [164] is not a problem if not TLS 1.0 or earlier is enabled. CIS Apache
recommends to disable TLS 1.0 in CIS Apache 7.4/7.9 and CIS NGINX 4.1.4 dis-
abled all but TLS 1.2. An instance of the CRIME attack, called BREACH [153],
take advantage of compression, but it is not as straightforward to act against as
just disabling SSL/TLS compression. Disabling HTTP compression is the most
effective counter measurement [153], but this can have performance and financial
effects [163]. Different methods of counter measurements are discussed in [163].
The attack is mentioned in CIS NGINX 2.1.3, where the compression functionality
gzip is disabled. The attack or counter measurements against it is not mentioned
in CIS Apache. Another instance of the CRIME attack, called the TIME attack
is also mentioned. The attack is not as documented or discussed as CRIME or
BREACH [183] [140] and it is not easy to find counter measurements. However,
several solutions is mentioned in [175], and it seems that enabling X-Frame-Options
is the only counter measurements related to web server configuration. This is
done in CIS Apache 5.14 and CIS NGINX 5.3.1. The FREAK attack [57] is not
a problem when disabling export cipher suites, which is as previously mentioned
is covered in CIS Apache 7.5/7.8 and by all recommendations in CIS NGINX
4.1.5. Heartbleed is an attack related to OpenSSL and counteracted by not using
OpenSSL 1.0.1 through 1.0.1f (inclusive) [185], thus not strictly related to the
configuration of a web server. The weak algorithms MD2, MD4, MD5 and SHA1
is also mentioned. MD2 and MD4 is not supported in OpenSSL [65], and MD5 is
disabled in CIS Apache 7.5/7.8 and by all recommendations in CIS NGINX 4.1.5.
Nginx is recommended to only support TLS 1.2 in CIS NGINX 4.1.4 and thus
disabled usage of SHA1 since TLS 1.2 do not support it. CIS Apache does not
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disable the usage of SHA1.

4.2.1.7 Summary

Table 4.1 is a summary of missing or different recommendations in CIS Apache and
CIS NGINX in comparison with the OWASP Testing Guide v4. Recommendations
that are in alignment are not mentioned.

4.3 DISA STIG

There are DISA STIGs for several types of software, including web servers databases,
operating systems and runtime environments, however only for Apache and not
Nginx [55]. Viewing the content is not effortless, it is said in the manual of the
STIG that it can be viewed in a web browser, this however failed. Downloading
and using the so called STIG Viewer tool, available at [54], was necessary to access
the content properly.

No individual authors are named, the STIGs are only stated as a document
developed by DISA for the DoD. Each guideline has a vulnerability ID, a rule ID,
a STIG ID, a severity grade and a classification. The three severity grades. CAT I,
“Any vulnerability, the exploitation of which will directly and immediately result
in loss of Confidentiality, Availability, or Integrity”, CAT II, “Any vulnerability, the
exploitation of which has a potential to result in loss of Confidentiality, Availability,
or Integrity” and CAT III, “Any vulnerability, the existence of which degrades
measures to protect against loss of Confidentiality, Availability, or Integrity.” The
guidelines follow the syntax:

• Group Title

• Rule Title

• Discussion

• Check Text

• Fix Text

• References

Where discussion describe background and rationale behind the guideline,
check text describe how to test if recommended state is implemented or not,
fix text describe how to remediate if the recommended state is not implemented,
and references is references to relevant sources of information for this particular
guideline, usually a document provided by NIST.

There are in total 76 guidelines for Apache 2.4. They are divided into two
categories, one for server-related guidelines and one for website-related guidelines.
Both categories should be applied to an Apache Server according to the README
file. Slightly more than half of the guidelines in the website-related category is a
copy of of the server-related category. Some guidelines exists which are not relevant
for this thesis such as recommendations regarding configuration of proxy/load
balancer server or the necessity to interview personnel or review documentation.
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Table 4.1: Comparison between OWASP Testing Guide and CIS
Benchmarks

ID Recommendations by
OWASP

Status in CIS

OWASP-01 Sensitive information should
be kept out of logs

Missing in Apache

OWASP-02 Log information should not be
visible to end users/web ad-
ministrators

Missing in Apache &
NGINX

OWASP-03 Only accept GET or POST re-
quest

Differs from Apache &
NGINX

OWASP-04 Permission 700(rwx——) on
configuration directory

Differs from Apache &
NGINX

OWASP-05 Permission 600(rw——-) on
configuration

Differs from Apache &
NGINX

OWASP-06 No ciphers with less than 128
bits

Missing in Apache &
partly NGINX

OWASP-07 No Anonymous Diffie-
Hellmann

Missing partly in NG-
INX

OWASP-08 Keys need to be generated
with proper entropy

Missing in Apache &
NGINX

OWASP-09 Servers should support For-
ward Secrecy

Differs partly from NG-
INX

OWASP-10 Protect Against the BREACH
attack

Missing in Apache

OWASP-11 Do not use weak algorithm
SHA1

Missing in Apache

OWASP-12 Check If Password or Encryp-
tion Keys Is Hardcoded In
The Source Code or Configu-
ration Files

Missing in Apache &
NGINX
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Several CIS Apache recommendations are covered, CIS Apache 2,3, 2.6, 3.2,
3.6, 4.1, 5.4, 5.7, 5.8, 5.13, 6.1, 6.5, 7.1, 7.2, 7.7, 7.9, 9.1, 9.2, 9.3, 9.5. There is
also numerous guidelines covering areas that CIS Apache does not or that differ
in recommended argument. They ones that CIS Apache is missing can be seen in
Table 4.2 and the ones that differ in recommended arguments are discussed below.
The STIG IDs are shortened to U1-XXXX (server-related category STIG ID) and
U2-YYYY (websit-related category STIG ID), e.g. AS24-U1-000010 to U1-0010
and AS24-U2-000780 to U2-0780.

• U1-0070 recommends the LogFormat directive to have “%a %A %h %H %l
%m %s %t %u %U \"%{Referer}i\"” , i.e. to log Client IP address of the
request, Local IP-address, Remote hostname, the request protocol, Remote
logname, The request method, Status, Time the request was received, Re-
mote user, The URL path requested and the contents of Referer header
line(s) in the request sent to the server. CIS Apache 6.3 recommends “%h
%l %u %t \"%r\" %>s %b \"%{Referer}i\" \"%{User- agent}i\"”, i.e. to
log Remote hostname, Remote logname, Remote user, Time the request
was received, the request line that includes the HTTP method used, the
requested resource path, and the HTTP protocol that the client used, the
Final status, Size of response in bytes and the contents of Referer and User-
agent header line(s) in the request sent to the server. Thus, DISA STIG
suggest to log some more information than CIS Apache. As this information
might be useful for analysis, it can be argued to be more beneficial to use
the recommendations by DISA STIG. server [190] [112].

• U1-0230 recommends to review what modules are loaded, except for the
modules named core_module, http_module, so_module and
mpm_prefork_module which are described to be needed for core function-
ality. In CIS Apache chapter 2 several modules are mentioned to be enabled
or disabled, ones above are however not mentioned. As they are part of core
functionality, its reasonable that they are not mentioned, but it is nice for
an inexperienced user to know that these are not modules he will need to
worry about.

• U1-0310 recommends to review the directives named Script, ScriptAlias or
ScriptAliasMatch, and ScriptInterpreterSource and remove cgi scripts that is
not needed for application operation, while CIS Apache 5.5 and 5.6 mention
two particular scripts, printenv and test-cgi, to be removed. CIS Apache
mention that Apache is loaded with default scripts, but it would be beneficial
with an explicit recommendation to review all default scripts.

• U1-0330 recommends to remove the Web Distributed Authoring (WebDAV)
modules dav_module and dav_fs_module, which CIS Apache 2.3 also does.
U1-0330 mention the dav_lock_module, which CIS Apache does not. How-
ever, in the documentation for the dav_lock_module it says that the module
requires the service of mod_dav, thus if mod_dav is disabled, this module
should not be a problem [189].

• U1-0620 recommends to modify Warning and error messages to minimize the
identity of the Apache web server, patches, loaded modules, and directory
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paths through the directive named ErrorDocument, e.g. with parameter
“ErrorDocument 500 ’Sorry, our script crashed. Oh dear’ ”. CIS Apache
mention disguising error messages in 6.7 relating to the configuration of
the OWASP ModSecurity Core Rules Set (CRS) for the ModSecurity web
application firewall (WAF). It is stated in CIS Apache 6.6 that ModSecurity
requires a significant commitment of staff resources for initial tuning of
the rules and handling alerts and an ongoing commitment for monitoring
logs and ongoing tuning and that without this commitment to tuning and
monitoring, installing ModSecurity may not be effective and may provide
a false sense of security. As it is not certain that users have the resources
possible to maintain ModSecurity, the recommendations in U1-0620 is easier
to implement and thus probably more efficient.

• U1-0820 cover recommendations for securing the ID(pid) file which CIS
Apache 3.9 also cover. They give similar recommendations except for that
CIS Apache also mention to ensure that the pid file directory is not a di-
rectory within the Apache DocumentRoot since if it is placed in a writable
directory, other accounts could create a denial of service attack and prevent
the server from starting by creating a pid file with the same name. This is
a recommendation that DISA STIG is missing.

• U1-900 recommends to only allow TLSv1.2 while CIS Apache allows both
TLSv1.1 and TLSv1.2. CIS NGINX 4.1.4 states that because of the in-
creased security associated with higher versions of TLS, TLS 1.1 should be
disabled and that modern browsers will begin to flag TLS 1.1 as deprecated
in early 2019. Thus, it is reasonable to only allow TLSv1.2.

Not all of the missing recommendations are absolutely necessary to cover to
consider a configuration to be secure. In STIG U1-0670 the RequireAll directives
is used to restrict access of IP adresses and hosts. It is beneficial to know that
this possibility exists, however, it is not certain that an organization or user has
a specified list of nonsecure IP adresses or hosts. Thus, this recommendation
is perhaps not necessary for the general use case and thus not a requirement to
cover to ensure a safe configuration. In STIG U2-0380 it is recommended to use
SSLVerifyCLient and SSLVerifyDepth. These are however only beneficial when
you know all of your users, e.g. as is often the case on a corporate Intranet. As
this is not the general use case it is not necessary a requirement to cover to ensure
safe configuration.
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Table 4.2: Summary of information covered by the DISA STIG for
Apache 2.4 and not by CIS Apache

STIG ID Subject
U1-0010 session_module and usertrack_module should be en-

abled
U1-0180 Correct permissions on log files
U1-0190 Correct ownership of log files
U1-0240 Ensure that the web server is not being used as a user

management application
U1-0300 Ensure that the web server only allow hosted applica-

tion file types to be served
U1-0460 Invalidate session identifiers upon hosted application

user logout or other session termination
U1-0470 Ensure that cookies exchanged have security settings

that disallow cookie access outside the server and
hosted application

U1-0510 Ensure that generated session IDs are long enough so
they cannot be guessed through brute force

U1-0520 Ensure that generated session IDs use as much of the
character set as possible to reduce the risk of brute
force

U1-0670 Restrict inbound connections from nonsecure zones
U1-0820 Ensure correct ownership and permissions on utilities

used to start/stop the server
U1-0870 Ensure that cookies exchanged have cookie proper-

ties set to prohibit client-side scripts from reading the
cookie data

U1-0900 Ensure correct ownership and permission on htpasswd
files

U2-0380 Ensure RFC 5280-compliant certification path valida-
tion

U2-0620 Ensure that a default hosted application web page is
displayed when a requested web page cannot be found
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Chapter5
Analysis of Tools

This chapter describes the results of the analysis of the tools chosen for examina-
tion. At the end of the chapter there is a summary of the results.

5.1 OpenSCAP

5.1.1 About OpenSCAP

OpenSCAP is an open source project that provides solutions which help users to as-
sess, measure, and enforce security baselines [136]. It is licensed under GNU Lesser
General Public License v2.1 [76]. It is available for Fedora, RHEL 6, RHEL7, Cen-
tOS 6 and CentOS 7, Debian, Ubuntu and Windows [135]. OpenSCAP represents
a command line tool and a library. The command line tool is called oscap and
performs configuration and vulnerability scans of local systems. It evaluates the
system based on the XCCDF or OVAL content given as input. The library allows
for the swift creation of new SCAP tools [135]. The library is used by other tools
such as the SCAP Workbench, which provides a graphical tool to perform the op-
erations that oscap do through the command line, on local or remote systems [139].
OpenSCAP provides ready to use SCAP content, named SCAP Security Guide.
The SCAP Security guide implements security recommendations by authorities
such as Payment Card Industry Data Security Standard(PCI DSS) [?], STIG, and
United States Government Configuration Baseline(USGCB) [138]. The SCAP Se-
curity Guide provide SCAP content primarily for operating systems but also for
other software e.g. web browsers, see Figure 5.1:

I.e, to use OpenSCAP for e.g. Apache HTTP, users need to provide XCCDF
or OVAL content themselves. This is also the case for proprietary solutions found
such as Joval which is a tool that allows both local and remote automated testing
based on SCAP. They provide SCAP content for common operating systems and
also allow users to provide their own content [107–109]. Thus, users need to provide
XCCDF or OVAL content themselves to test e.g. Apache HTTP. Possibilities to
do this is found in Section 5.1.2. When examining the tool, the command line tool
oscap and content from the official OVAL Definitions repository (see Section 5.1.2)
was used. No errors was found when running the tool. The result was saved as
an XML file, available at [1], and viewed in a web browser. There was no ranking
of the result and no motivation behind the tests. However, there were links to the
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Figure 5.1: Front page of SCAP Workbench showing the SCAP
Security Guide provided by OpenSCAP

“Reference ID”, i.e. the CVE or similar identifications of published vulnerabilities,
and thus users are guided how to find out more information of the problem behind
the test. More information about the content of the tests is found in Section 5.1.2.

5.1.2 Obtaining OVAL and XCCDF content

Users can write their own XCCDF or OVAL content. This is however not a
straightforward task at present. As stated in the NIST paper “Transitioning to
the Security Content Automation Protocol (SCAP) Version 2”, one of the critical
gaps with SCAP v1 is “Difficult Content Creation and Limited Content
Availability: Development of content in SCAP v1 usually requires 1) familiarity
with complex SCAP v1 languages; and 2) knowledge of the low-level system ar-
tifacts needed to direct collection and evaluate endpoint posture. Finding SCAP
content developers that have the necessary skills and knowledge to do both can
be challenging. This has increased the time and expense necessary to create con-
tent, causing limited content availability” [195]. This problem is also mentioned
in [22], where standardized specification formats like XCCDF is described as “hard
and cumbersome to comprehend and encode in” [22], and they show that XC-
CDF/OVAL requires many more lines of code compared to the novel language
they present in their paper, one example with 45 lines compared to 10.

There are however options for users who are not interested in or don’t have the
time to spend to comprehensively understand OVAL and XCCDF. The continuing
part of this section will exhibit the result of the research of finding open source
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XCCDF/OVAL content.
There is an official repository for OVAL Definitions. It was previously main-

tained by MITRE, but their website is in “Archive” status and was lastly updated
2016 [119]. The repository is today hosted by CIS and is updated several times per
month [26]. There is a vast amount of platforms and products covered, including
Apache HTTP, Nginx. There are more than 60 OVAL Defintions in the product
category apache, more than 50 in the product category apache2, 1 in the product
category apache httpd and 15 in the product category nginx. All of the OVAL
Definitions of different product categories (apache, apache2, apache httpd, nginx,
mysql and postgresql) was downloaded and examined. All of the OVAL Defini-
tions covered if a certain software, such as an operating system, the product itself,
a patch or a package is installed and what version it have. Thus, they do not test
more granular settings such as what encryption ciphers is supported or disabled
to use by SSL/TLS protocols or if the HTTP TRACE request method is disabled.
It might be that the correct setting, e.g. disabling insecure encryption ciphers, is
included in a certain version or patch, but if a user have unfortunately changed
that setting after downloading the version or patch, this will remain unnoticed.

The American Defense Information Systems Agency (DISA) provide Secu-
rity Technical Implementation Guides (STIGs) which are configuration standards
for devices/systems used by the Department of Defense [58]. There are STIGs
available for Apache HTTP and also other software such as Postgresql and Mon-
goDB Enterprise but there is nothing to be found for Nginx or other databases
such as MySQL. As described in [75] a STIG is packaged in a zip file that con-
tains numerous files. SCAP relevant content is the STIG manual.xml described
as “the STIG XML file that contains the manual check procedures” [75] and the
STIG benchmark-xccdf.xml described as “the STIG XML file that contains the
automated check procedures, and not the manual procedures. This file is only in-
cluded for technologies that contain OVAL checks ” [75]. Not any of the STIG zips
examined (Apache 2.2, Apache Server 2.4, PostgreSQL 9.x, MongoDB Enterprise
Advanced 3.x) contained a xccdf.xml file which was possible to use for automated
test. Worth noticing is that the previously mentioned STIG manual.xml in the
STIG zips is written in XCCDF in the examples examined. But this is still only
manually usable content.

NIST provides a repository called National Checklist Program Repository
with “metadata and links to checklists of various formats including checklists
that conform to the Security Content Automation Protocol (SCAP)” [131]. How-
ever, no SCAP content to use for automated tests was found for the applica-
tions examined (such as Apache 2.4/2.0/1.3, Apache Tomcat, Debian, Kubernetes
1.8.0/1.7.0/1.6.0/1.13.0, Nginx and Postgresql 9.x/9.6/9.5). There are only refer-
ences to previously mentioned CIS benchmarks or STIG zips available.

Organizations such as Red Hat, The SUSE Linux Enterprise and the Debian
Project hosts repositories of OVAL content, however these only cover Linux dis-
tributions [98] [184] [154].

The security and management technology company SecPod provides a SCAP
repository but it only covers operating systems [178] [177].

The security company Security Database hosts an OVAL repository. There
are OVAL content available for a range of operating systems and VM/Microsoft
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windows/MacOS server, however, the most recent updates are from 2015 [179]. It
also reference to MITRE, which as previously mentioned has not been managing
the official OVAL repository since at least 2016.

The IT Security Database is a mirror of several other websites which provide
SCAP content. These are websites of the companies/organizations behind oper-
ating systems or websites with content relating to operating systems. There is
also a reference to Internet Explorer and Apache HTTP. Unfortunately, the link
provided to Apache HTTP website is broken and there is nothing to be found
regarding SCAP, OVAL or XCCDF at www.apache.org or httpd.apache.org. It
also references to MITRE. Of the OVAL defintions explored at the site, the latest
one was updated at 2015, and since it references to MITRE, no longer the official
OVAL repository as mentioned previously, and not recent versions of the software
of the websites (e.g, Windows 7 as the most recent version of Windows which has
not had mainstream support since 2015 [188]), the IT Security Database seem to
not be maintained.

The final repository examined is OVALdb, a repository owned by the com-
pany ALTEX-SOFT. On their website they state that “OVALdb consists of an
open-source part containing information of the upper-level descriptions (OVAL
language, no checks), and a private part (OVAL language with checks), includ-
ing vulnerabilities, patches, inventory and compliances that can be exported into
XML-files for automated scan settings” [3]. In the database, there seem to be
more that 331094 items of OVAL Definitions but there is no possibility to down-
load any content to use for automated testing, as a non-paying user you can only
see description and high level content.

As mentioned, OpenSCAP and the SCAP Security Guide provide ready to use
content, but it unfortunately mostly covers operating systems and not common
applications as mentioned in Section 5.1.1. Worth noticing is that the SCAP
Security Guide does cover more granular settings than the OVAL Definitions from
the official OVAL repository. There are e.g. tests for Ubuntu 16.04 that examine
if only SSH protocol version 2 connections are permitted and verifying permissions
and ownership of /etc/passwd. Thus, there are use cases where more granular
tests are written in XCCDF/OVAL.

5.2 CFEngine

5.2.1 About CFEngine

CFEngine is a framework for configuration management and automation. There
are two editions, the CFEngine Enterprise and CFEngine Community. CFEngine
Community was first released in 1993 and is licensed under the GNU General
Public License, version 3 [4] [5].

Through a domain specific language of CFEngine users can define desired
states, so called policies, of the components of their IT infrastructure. An agent,
described as lightweight on the CFEngine website, runs locally on the components
by default every five minutes and to ensure that the components converge to the
specified desired states and then report the outcome of each run. Before each run,
the agent will try to connect to a policy server which contain all policies to see
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there is an update to the policies. The policy server is hosted and maintained by
the user of CFEngine. The policy server needs CentOS/RHEL, Debian or Ubuntu
and the components running the agent, called Clients or Hosts, can have various
operating systems, e.g. Debian, Solaris or Windows [20].

5.2.2 About CFEngine policies

As mentioned, the desired states are specified by policies. The syntax and archi-
tecture of the policy files and the domain specific language will not be covered
in detail as this is out of scope for this thesis, but the concept of promises and
classes will be mentioned. Promises are described at CFEngines website as: “One
concept in CFEngine should stand out from the rest as being the most important:
promises. Everything else is just an abstraction that allows us to declare promises
and model the various actors in the system” [19]. A promise can be e.g. that a
certain port should be open on a web server, or that a directory has a certain set
of permissions or owner. The promise made by a promiser, which can be anything
from a file, a package, access control or a database [19] [18].

An example of a promise is shown on CFEngines website [19], which is showed
in Figure 5.3:

Figure 5.2: Example of a CFEngine promise

The example is described as “In this example, the promise is about a file
named test_plain in the directory /home/mark/tmp, and the promise is made to
some entity named system blue team. The create attribute instructs CFEngine
to create the file if it doesn’t exist. It has a list of owners that is defined by a
variable named “usernames” (see the documentation about Bodies for more details
on this last expression). The comment attribute in this example can be added to
any promise. It has no actual function other than to provide more information to
the user in error tracing and auditing. This is a promise that will affect the state
of a file on the filesystem. In CFEngine you can do this without having to execute
the touch, chmod, and chown commands. CFEngine is declarative: you declare a
contract (or a promise) that you want CFEngine to keep and you leave the details
up to the tool” [19].

Promises can be regulated through so called classes. Through classes a promise
can be made to e.g. only apply to Linux systems, or only be applied on Sundays,
or only when a variable has a certain value [7].

Thus, CFEngine allows users to specify granular and context specific configu-
ration of a great variety of objects, which is beneficial if a user would like to follow
granular secure configuration recommendations. In addition, since CFEngine is
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running locally, the configuration is continuously verified.

5.2.2.1 Obtaining CFEngine policies

On the CFEngine website, users are encouraged and educated in how to write their
own policies [17] [9]. However, CFEngine also provide ready to use content hosted
in a repository named Design Center which contains so called sketches, which are
policy templates and can be configured and deployed without the user needing to
have in depth knowledge of the domain specific language of CFEngine. Sketches are
managed and deployed through the command line for CFEngine Community users
and through a graphical user interface for CFEngine Enterprise users. To deploy a
sketch a user can download it from the repository, configure it by providing relevant
parameters and then deploy the runfile. A sketch can have multiple configurations
depending on the parameters that are set [11]. The Design Center repository have
sketches for a range of software, see Figure 5.3 [6]:

Figure 5.3: Sketches available in Design Center repository

There are only sketches available for Apache and not Nginx. The directory
was lastly updated 2014 [12]. The configuration in not extensive. It speci-
fies ports.conf to have permission 644 and to listen to the specified port and
the file at /etc/apache2(or httpd depedning on the operating system)/sites-
available/default to have permission 644 and to have the configuration presented
in Figure 5.4 [14]:

The configuration in Figure 5.4 does not align well with the recommendations
of CIS Apache. According to the CIS Apache 5.3 FollowSymLinks and Sym-
LinksIfOwnerMatch is not recommended and should be disabled if possible. In
CIS Apache 5.1 and 5.2 Options is recommended to be set to value None for the
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Figure 5.4: Content available at Design Center for Apache

OS Root Directory and the Web Root Directory. Also, the value of LogLevel is
recommended to be info or lower for the core module and notice or lower for all
other modules in CIS Apache 6.1.

If the user have specified that SSL should be used,
/etc/apache2/sites-available/default-ssl is set to have permission 644 and
to have the configuration found in [13]. This configuration also have non-recommended
setting with FollowSymLinks and SymLinksIfOwnerMatch and Log-Level not set
to notice core:info. It also creates a self-signed certificate, which is not recom-
mended by CIS. Instead, CIS recommends to use a valid certificate signed by a
commonly trusted certificate authority [23].

Thus, the ready to use configuration provided lacks a considerable amount of
the recommendations from CIS Apache. Worth to notice is also that the sketches
for web servers and databases has not been updated since 2014 and thus some
content might not be relevant today/needing an update. E.g.
/etc/apache2/sites-available/default is not used in newer versions of Apache [192].

5.2.2.2 Using CFEngine

The sketch for Apache was first tried with version 3.12.2 of the CFEngine Com-
munity Edition. It was apparently not compatible with the Apache sketch and it
merely gave tracebacks. Is was suspected that since the sketch had not been up-
dated for long it might be a compatibility problem and the CFEngine Community
Edition version 3.6.0 was used instead, as this is stated to be lowest version needed
to use Design Center Sketches [10]. This was an improvement, however, it was still
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not possible to run the policy. Different approaches was tried, such as trying to run
the test.cf that is mentioned in the README file mentioned in the repository [16]
to get an example. This file was not available in the repository, however, a file
named test.pl was. Apparently, test.pl is run by using Perl’s Test::Harness [15].
This time running the test.pl file worked, but the tests themselves errored out on
not finding the corresponding resources. Again, the installation seemed incompat-
ible with the test itself. Then, running the “cf-sketch.pl” tool was tried, which is
a tool that is supposed to help managing sketches [8]. This tool, however, did not
even find the Apache sketch when utilizing the “search” command. It found some
of the other ones contained in said git repository, but the majority of them were
not found by the tool. As version in the span between 3.6.0 and 3.12.2 was not
tried, there is a possibility that other versions may be compatible with the Apache
sketch. If one really wanted to, they could check the date of the git commit which
contained the changeset for the last update to that sketch, and then correlate that
with CFEngine releases. Given that the person developing the sketch ran the (at
the time) latest version, it could work. One could also look more in depth in how
to write sketches for CFEngine, and then simply patch the issues as they follow.
This however felt out of scope for the thesis. In summary, CFEngine Community
Edition together with the Apache sketch was not possible to run out of the box.

5.3 Chef Inspec

5.3.1 About Chef Inspec

Chef Inspec is an open-source testing framework [46] provided by Chef, a company
which provide DevOps solutions [47]. Chef describes Chef Inspec as “InSpec is
code. Built on the Ruby programming language, InSpec tests are meant to be
human-readable” [46]. Chef InSpec allows users to define security and compliance
rules through its domain-specific language. These rules are run as automated tests
against e.g. servers, containers and cloud APIs, the actual state of the object being
examined is compared to the desired state expressed in the Chef Inspec code [31].
Chef InSpec detects eventual violations and displays the result, but the user is
responsible for eventual remediation [39]. Chef Inspec can be run locally or on
a remote system through SSH [46]. The current version is 3.9.0 [32]. Operating
systems supported are Red Hat Enterprise Linux, mac OS, SUSE Linux Enterprise
Server, Ubuntu and Windows [33].

The tests in Chef Inspec are called controls, see Figure 5.5 for an example.
The example is described in [40] as:

• ’sshd-8’ is the name of the control

• impact, title, and desc define metadata that fully describes the impor-
tance of the control, its purpose, with a succinct and complete description

• desc when given only one argument it sets the default description. As of
Chef InSpec 2.3.4, when given 2 arguments (see: ’rationale’) it will use the
first argument as a header when rendering in Automate
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Figure 5.5: Example of Chef Inspec control taken from [40]

• impact is a string, or numeric that measures the importance of the com-
pliance results. Valid strings for impact are none, low, medium, high, and
critical. The values are based off CVSS 3.0. A numeric value must be
between 0.0 and 1.0. The value ranges are:

– 0.0 to <0.01 these are controls with no impact, they only provide
information

– 0.01 to <0.4 these are controls with low impact

– 0.4 to <0.7 these are controls with medium impact

– 0.7 to <0.9 these are controls with high impact

– 0.9 to 1.0 these are critical controls

• tag is optional meta-information with key or key-value pairs

• ref is a reference to an external document

• describe is a block that contains at least one test. A control block must
contain at least one describe block, but may contain as many as required

• sshd_config is an Chef InSpec resource. For the full list of Chef InSpec
resources, see Chef InSpec resource documentation

• its(’Port’) is the matcher; should eq ’22’ is the test. A describe block
must contain at least one matcher, but may contain as many as required.

There is no clear definition on the website what a resource is, but in a repository
maintained by MITRE called inspec_training_courses it is stated that “If you’re
familiar with Chef, you know that a resource configures one part of the system.
Chef InSpec resources are similar. For example, the Chef InSpec file resource tests
for file attributes, including a file’s owner, mode, and permissions” [84]. Thus, a
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resource can be described as the object which a control validates to see whether or
not its features and values are in the desired state. There are over 150 resources
available [41] but users can also write their own if they need to [44]. For more
detailed information about Chef Inspec controls and their syntax, see [34].

Controls can be grouped into so called profiles if they are intended for a certain
object, e.g. an Apache HTTP server. Users can write their own controls/profiles
or use profiles created by the Chef Inspec community [46]. The ready to use pro-
files available are found at the Chef Supermarket [45] and there users are provided
with links to the repositories where the profiles can be found and downloaded.
There are profiles available for Apache and Nginx. There are also profiles for e.g.
MySQL, PostgreSQL, Linux, Windows, PHP, Java, Meltdown and Spectre, SSH,
SSL/TLS etc. There seem to be more ready to use profiles available outside of Chef
Supermarket, but only for customers who have access to the tool Chef Automate.
In the datasheet for Chef Inspec it is stated that “Finally, Chef Automate supplies
over 90 built-in InSpec profiles for standards like the Center for Internet Security
(CIS) benchmarks, Defense Information Systems Agency (DISA) Security Tech-
nical Implementation Guides (STIGs) and more, to get you started quickly with
applying continuous compliance to your infrastructure” [38]. When Chef Inspec
was examined for this thesis, Chef Automate was not open source, but in April
it was announced that there are plans to make 100 % of the company’s software
open source under the Apache 2.0 license [42]. Thus, there might be more ready
to use profiles available in the near future.

When running Chef Inspec, the user is presented the title, the test and the
result of the test, but not the impact or description. Thus, if tests are failed, the
user need to look up the file with the control to see if it is an important test and/or
the eventual motivation behind the test. In the end, a summary of the amount
of completed, failed or skipped controls and tests that constitute the controls, see
Figure 5.6 for an example.

Figure 5.6: Example of result from Chef Inspec

5.3.2 Apache profiles

There are two policies with main focus on Apache, called “Apache DISA STIG” [30]
and “DevSec Apache Baseline” [36]. There is also one called “myApacheTest” which
is described as “Just a test to pull in a compliance profile to test in test kitchen” [43]
that only contain one example control which test if Apache is running or not [86].

5.3.2.1 Apache DISA STIG

The repository for the Apache DISA STIG profile, called inspec-stig-apache, have
not been updated since 2016 [87] apart for one commit that updated one line in a
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control [82]. In the description of the profile it is stated that the profile is intended
for “apache web server version 2.2” and that it only supports Red Hat operating
systems [83]. As it only supports Red Hat operating systems, this profile will not
be examined.

5.3.2.2 The DevSec Apache Baseline

The DevSec Apache Baseline is developed by the DevSec project, which is a
project that provide content for automatically securing e.g. servers and oper-
ating systems [56]. The repository for the profile, called apache-baseline, is more
frequently updated compared to the inspec-stig-apache, with 10+ commits per
year between 2014, the year that the repository was founded, until 2018 [77]. In
the description of the profile there is no specification of that it is intended towards
a certain Apache version. It is however stated that it supports unix operating
systems [78]. There are in total 14 controls, all of them have impact 1.0 specified,
i.e. critical, except for the control named apache-03 which do not have an impact
specified at all. Some of the controls have a motivation in their description, such
as the control named apache-03 with the description “The Apache service in its
own non-privileged account. If the web server process runs with administrative
privileges, an attack who obtains control over the apache process may control the
entire system”. However, there is also several controls without motivation, such as
the control named apache-13 with the description “When choosing a cipher dur-
ing an SSLv3 or TLSv1 handshake, normally the client’s preference is used. If
this directive is enabled, the server’s preference will be used instead”, which only
describes that the servers preference should be used but not why [80].

As there are only 14 controls, there are many settings recommended in CIS
Apache that are not validated. It covers the first recommendation of CIS Apache
2.3, 3.1 and 7.5, the second and third of 6.3 and all of 5.3, 5.8, 8.1. The differences
between configuration in DevSec Apache Baseline and CIS Apache are:

• CIS Apache endorse the permissions and ownership on Apache directories to
be rwxr-xr-x root root in and should be similar for files except not executable
unless appropriate in CIS Apache 3.4, 3.5 and 3.6, while the DevSec Apache
Baseline endorse rwxr-x–x root root for the Apache directory and rw-r—–
root root for the main configuration file in control apache-04 and apache-05.
Thus, the DevSec Apache Baseline is even stricter and arguably more secure
in their endorsement of permissions.

• CIS Apache endorse Apache to be run as a non-root user with the User and
Group apache in CIS Apache 3.1 while the DevSec Apache Baseline endorse
User and Group to be www-data in control apache-06. Since both apache
and www-data are non-root and have similar privileges, there should be no
difference in level of security.

• The DevSec Apache Baseline endorse that neither the cgi_module [69], the
cgid_module [70] or the include_module [71] are enabled in control apache-
08. However, there is no rationale in apache-08 more than “Apache HTTP
should not load legacy modules”. The modules are not deprecated and or
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have security warnings/suggestion of replacement in the Apache 2.4 docu-
mentation [69–71]. These modules are not mentioned by CIS Apache, it is
only stated in CIS Apache 5.5 that CGI programs have a long history of
security bugs. As mentioned in the OWASP Testing Guide v4 [145], only
needed modules should be enabled. This, and that CGI programs have a
history of security bugs, it could be beneficial endorse that these are dis-
abled and highlight their potentially unnecessary existence, and let the user
make an educated decision on whether to keep them or not.

• CIS Apache endorse to only allow the HTTP methods GET, POST, and
OPTIONS in CIS Apache 5.7, while the DevSec Apache Baseline endorse
to only accept GET and POST in control apache-10. To only allow GET
and POST is also recommended by OWASP in Testing for HTTP Verb
Tampering (OTG-INPVAL-003), and as removing unneeded functionality
reduce the attack surface, DevSec Apache Baseline can arguably be seen as
more secure in this area.

When running the profile, the first thing that is printed several times in the
terminal is “[DEPRECATED] The ‘apache‘ resource is deprecated and will be
removed in InSpec 4.0”. The reason behind this can be found in a pull request to
the Chef Inspec repository, where it is stated that “The apache resource only serves
as a way to surface sane per-OS defaults for a standard Apache install. Internally,
this is only used by the apache_conf resource and doesn’t actually perform any
inspection” [79]. Thus, the “DevSec Apache Baseline” will need to be updated
when Chef Inspec 4.0 is released.

Unfortunately the remaining parts of the execution of the profile does not
entirely work as intended and there are some issues:

• Controls apache-05 and apache-10 test permission and content on a file
called hardening.conf, assumed to be located in the conf-enabled directory.
This is not a standard file enclosed with an Apache installment, and there
is no description of this file in the DevSec Apache Baseline [81]. When
googling for “apache "hardening.conf"” there are only 569 hits and no co-
herent information of what this file should contain. Thus, these controls are
not clear, cause controls to fail and fail to validate the permissions on the
main configuration file and the enabled HTTP methods of a general Apache
server

• Control apache-06 validate if the User and Group if set to www-data and
look in the main configuration file. However, in the default installation of
Apache 2.4 these are set in the file called envvars and the main configuration
file reference to the settings in envvars. Thus, the test fails even though the
User and Group is set to www-data. This can also be verified through the
terminal, on Ubuntu through the command “ps axo user,group,comm | egrep
’(apache|httpd)’ ”.

• Controls apache-08, apache-13 and apache-14 fail with the non-informative
error message “can’t modify frozen String”. As there is no error log, this er-
ror was examined by modifying the file apache_spec.rb where the controls
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are located and commenting away parts of the controls. The problem was
located in the expression “command(’ls ’ « some_path)”, where some_path
is “File.join(apache.conf_dir, ’/mods-enabled/’)” in control apache-08, cor-
responding to etc/apache2/mods-enabled in Ubuntu 18.04, and
“sites_enabled_path = File.join(apache.conf_dir, ’/sites-enabled/’)” in the
controls apache-13 and apache-14, corresponding to /etc/apache2/
sites-enabled in Ubuntu 18.04. If the expression is changed to com-
mand(’ls /etc/apache2/ mods-enabled’) and command(’ls /etc/apache2/sites-
enabled’) respectively, the controls work as intended.

“”

5.3.3 Nginx policies

There is one profile available for Nginx, named DevSec Nginx Baseline which is
also developed by the DevSec project [37]. The repository, named nginx-baseline,
is more or less maintained at the same level as the apache-baseline, with 7+
updates per year between 2014, the year that the repository was founded, until
2018 [88]. In the description of the profile there is no specification of that it is
intended towards a certain Nginx version. It is however stated that it supports
unix operating systems [85]. There is in total 16 controls, although at first glance
there seem to be 17. However, after control named nginx-10 comes control named
nginx-12, thus there is no control named nginx-11. All of the tests have impact 1.0
specified, i.e. critical. As with the DevSec Apache Baseline, some of the controls
have a motivation in their description, such as the control named nginx-12 with
the description “Buffer overflow attacks are made possible by writing data to a
buffer and exceeding that buffer boundary and overwriting memory fragments of
a process. To prevent this in nginx we can set buffer size limitations for all clients”.
However, there is also several controls without any motivation, such as the control
named nginx-08 with the description “Do not allow the browser to render the page
inside an frame or iframe” [89] which does not explain why one should not allow
browsers to render pages inside an frame or iframe. Of course a user could perform
research to obtain this information, but it would be neat to have this presented
directly.

As with the Apache Baseline, since there are only 16 controls, there are many
settings recommended in CIS NGINX that are not validated. It covers the first
recommendation of CIS NGINX 2.2.1, the first recommendation and the Mozilla
modern profile web server recommendation for ciphers in 4.1.5, and all of 2.5.1,
4.1.4, 4.1.6, 4.1.8, 4.1.13, 5.3.1, 5.3.2, 5.3.3. The differences between configuration
in DevSec Nginx Baseline and CIS NGINX are:

• The DevSec Nginx Baseline only validates if the main configuration file ng-
inx.conf is not readable, writable or executable by others and that group and
owner is root in control nginx-02, i.e. ******— root root, while CIS NGINX
endorse the permissions and ownership to be rwxr-x— root root on direc-
tories and rw-r—– root root on files in CIS NGINX 2.3.1 and 2.3.2. Thus,
DevSec Nginx baseline have less specific and secure permissions endorsed
than CIS NGINX.
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• The DevSec Nginx Baseline validates if the files /etc/nginx/conf.d/
default.conf and /etc/nginx/sites-enabled/default exists in control
nginx-03 with the motivation “Remove the default nginx config files” [89],
which CIS NGINX does not mention. The file /etc/nginx/conf.d/
default.conf does not exist when installing from default distro package,
sites-enabled/default exist and it configures e.g. what ports to listen to. One
could argue that by removing default configuration, a user will need to be
more aware of what configuration is actually required and thus more likely
avoid unnecessary functionality and reduce the attack surface. However, if
the user is aware of the configuration in the files, it is not necessary that
files should never exist. As the control does not necessarily imply more
secure settings or only required functionality, The DevSec Nginx Baseline
can arguably be said not to endorse anything more secure than CIS NGINX
in this matter.

• In control nginx-04 The DevSec Nginx baseline validates that there is only
one master process per environment. This is not mentioned in CIS NGINX.
The control does not have any clear motivation described, and no explana-
tions was found online or in the academia. As there is no motivation found
behind this control, it does not likely provide more secure configuration.

• The DevSec Nginx Baseline validates the value of client_body_buffer_size,
client_max_body_size, client_header_buffer_size and
large_client_header_buffers in control nginx-06, while CIS NGINX only
endorse values for client_max_body_size and large_client_header_buffers
in CIS NGINX 5.2.2 and 5.2.3. They recommend the same value for
large_client_header_buffers, but differ in client_max_body_size where
the DevSec Nginx Baseline recommends 1k while CIS NGINX recommends
100K. The DevSec Nginx Baseline does endorse more secure settings in this
matter as it covers more settings and recommends even smaller values in
one case.

• The DevSec Nginx Baseline endorse that the maximum amount of simulta-
neous connections per IP adresss should be 5 in control nginx-07, while CIS
NGINX endorse 10 simultanious connections in CIS NGINX 5.2.4. CIS NG-
INX does mention that the value should be set to meet the organizational
policies, but of the two recommended value, the DevSec Nginx Baseline
is more strict. However, as both actually control the maximum amount
of simulations connections and their values are not widely different, these
recommendations are quite similar.

• The DevSec Nginx Baseline endorse that the Content Security Policy (CSP)
is configured in control nginx-15, which CIS NGINX also does in CIS NGINX
5.3.4. However, different values are suggested. CIS NGINX 5.3.4. endorse to
allow loading resources from the same origin (same scheme, host and port)
for everything (e.g. JavaScript, Images, CSS, AJAX requests etc.) [101],
while control nginx-15 only configure to allow JavaScript and plugins from
the same origin [101]. In other words, CIS NGINX specifies the same kind
of CSP configuration but for more types of content than the DevSec Ng-
inx Baseline. Thus, CIS NGINX endorse more secure configuration in this
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matter as the Devsec Nginx Baseline omit regulation for content other than
JavaScript and plugins.

• The DevSec Nginx Baseline endorse to have HTTPOnly secure set in the
Set-Cookie HTTP response header in control nginx-16, which ensure that
cookies related to HTTP responses with the Set-Cookie header can’t be
accessed by javascript and only transmitted by HTTPS [53]. CIS NGINX
do not mention anything about this setting at all.

• The DevSec Nginx Baseline endorse to limit the time a persistent connec-
tion may remain open to 5 in control nginx-17 through keepalive_timeout
directive, while CIS NGINX endorse a parameter of 10 or less but not 0 and
show 10 as the example in CIS NGINX 2.4.3. The DevSec Nginx Baseline
also endorse the value of the “Keep-Alive: timeout=time” response header
field, that indicate the minimum amount of time an idle connection has
to be kept opened (in seconds) [121], to be 5, which CIS NGINX do not
mention. The “Keep-Alive: timeout=time” response header field does not
have impact on security [191]. Thus, the parameter for keepalive_timeout
directive are more or less in alignment between the DevSec Nginx Baseline
nad CIS NGINX.

When running the profile, some concerns arise:

• All of controls nginx-05 to nginx-13, nginx-15, nginx-16 and nginx-17 are
dependent on the command “nginx -T” and fail with the error “expected:
"some_value" got: nil”, where some_value is the value that the control
endorse to be configured. These is due to that the command “nginx -T”
requires sudo to be executed. Thus, if the user does not have privileges to
run sudo or if he does not realize that this is requiered, the majority of the
tests will fail.

• Controls nginx-14 (“Disable insecure HTTP-methods”) and nginx-16 (“Set
cookie with HttpOnly and Secure flag”) skipped as this is set in the controls.
This can be changed by modifying their execution condition from false to
true in the nginx_spec.rb file where the controls are defined. However,
these controls validates non-trivial configuration, especially control nginx-
14 which makes sure that e.g. a malicious actor can’t upload or delete a
file on the web server through risk related HTTP methods such as PUT or
DELETE. Thus, it would be preferable if these tests were not skipped by
default.

• Control nginx-12 verifies if there is configuration for usage of a file with DH
parameters for DHE ciphers. As the name of the file is dependent of what
the user specified when running the OpenSSL command “dhparam” [66],
this test will fail if the user has not specified the location and filename to
be “/etc/nginx/dh2048.pem” when generating the parameters. However, it
is beneficial that the test highlight that the parameters for key exchange
should be DH Ephemeral (DHE) parameters with at least 2048 bits [2],
which is also suggested in CIS NGINX 4.1.6.
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5.4 Puppet

Puppet is a company that provides tools to help companies manage their infras-
tructure. There is both an enterprise and open source version of their main solu-
tion, called Puppet Enterprise and Open Source Puppet respectively [158]. The
current version of the Open Source Puppet is 6.4 [161] and it is licensed under the
Apache License 2.0 [90]. They both follow a so called agent-master architecture,
where there is a master node with the configuration information for the fleet of
agent nodes. The agent run on the node that need to be configured properly and
validates whether it is corresponding to the configuration information of the mas-
ter node. The agents have the possibility to make changes if the node is not in its
desired state [157].

5.4.1 About the Puppet Language, Manifest, Catalogues and Modules

The desired state of a node is described through the Puppet language. The Pup-
pet language files are called manifests, which the master compiles to a so called
catalogue which is sent to a node and used to validate the state of the node [155].
To define a desired state, the Puppet language use so called resources. At mini-
mum, a resource has a resource type, a title and a set of attributes with values.
Commonly used built-in resource types are files, users, packages and services. For
more information and examples of the built-in resource types see [160]. Resources
can be wrapped into so called classes. Classes are code blocks that can be called
elsewhere and allows reuse of Puppet code [118]. The author of [61] wrote an
example of how a class and resources can function shown in Figure 5.7.

Figure 5.7: Example of a Puppet class
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Puppet code can be organized into modules. Each module manages a specific
task, e.g. installing and configuring a piece of software. The author of [118] write
that modules allow users to split their code into multiple manifests and that it is
considered best practice to use modules to organize almost all of a users Puppet
manifests. There is a open source web page for sharing and downloading modules
called the Puppet Forge, with thousands of modules written by Puppet developers
and the open source community for a wide variety of use cases [156]. For more
information about modules and the module structure, see [156].

5.4.2 About Puppet Forge

Puppet Forge is as previously mentioned where a user can find ready to use mod-
ules. Modules can be marked as “Supported”, i.e. being rigorously tested with
Puppet Enterprise and supported by Puppet, Inc, “Partner”, i.e. rigorously tested
with Puppet Enterprise and supported by a partner organization, and “Approved”,
i.e. meeting Puppet standards for being well-written, reliable, and actively main-
tained [159]. There was no modules found with security in focus for neither Apache
or Nginx, thus only the most popular module for each web server was examined.

5.4.2.1 puppetlabs/apache by Puppet

This is the most popular module related to Apache with more than 7000000 down-
loads and is marked as “Supported”. It is still maintained and has more than 200+
commits per years since its founding 2011 [95]. It covers some CIS Apache recom-
mendations such as 3.1, 4.3, 5.10, 6.3, 8.1, 9.2, 9.3, 9.4, 9.5, 9.6 and 10.2. However,
it violates the majority of the recommendations. Some examples are:

• CIS Apache 2.3 as the mod_dav module is not disabled

• CIS Apache 5.1 as the root directory contains the directive Options with
argument FollowSymLinks and not the argument None

• CIS Apache 5.8 as directive TraceEnable has the argument On

• CIS Apache 6.1 as directive LogLevel has the argument warn and not the
argument notice or lower

• CIS Apache 8.2 as directive ServerSignature has the argument On

• CIS Apache 9.1 as directive Timeout has the argument 60 and not a value
of 10 or less

• CIS Apache 10.3 as the directive LimitRequestField has the argument 8190
and not a value of 1024 or less

5.4.2.2 puppet/nginx by Vox Pupuli

This is the most popular module related to Nginx with more than 45000000 down-
loads. It is marked as “Approved”. It is still maintained and has more than 200+
commits yearly since its founding in 2011, except for in 2012 when there was 80+
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commits [96]. Without the user specifying particular configuration, using the mod-
ule is equivalent of installing Nginx from source. This result in a very stripped
down configuration with not much configured at all. It covers some CIS NGINX
recommendations such as 2.1.1, 2.1.2, 2.1.3, 2.1.4, 2.2.1 and first part of 4.1.5, but
violates the remaining recommendations.

5.4.3 Using Puppet

Puppet and the ready to use content examined works without any errors, but
requires some time to be set up as it has a agent-master architecture. The output
one receives when running a module or manifest is not very informative. It only
reports if a action has been taken, e.g. that a file has been created or its content
has been changed, but not what specific content of that file has been changed or
why. See Figure 5.8 which is the output from running the puppetlabs/apache by
Puppet for an example. Rationale behind configuration decisions could be added
as a comment in the code of a model or manifest, but that does not enable a
very clean or consistent practice to educate users. There are no comments with
rationale found in any of the examined content.

Figure 5.8: Example of output when running Puppet

5.5 Ansible

Ansible is an IT automation engine used for configuration management, provi-
sioning, and application deployment. It is an open source community project
sponsored by Red Hat. There is also an enterprise edition called Red Hat Ansible
Tower that use the Ansible with a UI and RESTful API [173]. Ansible connect to
nodes, over SSH by default, and push out small programs called “Ansible modules”,
i.e. the specified desired state of the system, executes the modules and removes
them when finished. Thus, Ansible is an agentless solution.

Modules can be executed either from the command line or through so called
Playbooks. The command line is intended only for quick things that is not relevant
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to save for later [171] while Playbooks allow more complicated orchestration of the
modules [169]. Playbooks are expressed in YAML and are intended to be a model
of a configuration/process, not a script or programming language. The execution
of a module in a Playbook is called a task. The Ansible documentation [170]
show an example of a Playbook, see Figure 5.9. In the example, two so called
plays are executed, i.e. the targeting of a group of hosts to specified tasks, one
for web servers and one for database servers. The modules used in this example
are yum, templates and service and they take in the key=value arguments name=
httpd, state=latest, src=/srv/httpd.j2 etc. For more detailed information about
the modules and playbooks, see e.g. [174] [170]. Playbooks can be run in check
mode which will not make any changes on the remote systems but report what
changes would have made [168].

Figure 5.9: Example of Ansible Playbook

5.5.1 Obtaining modules and Playbooks

Ansible comes with numerous modules by default [167], but users can write their
own modules. Modules can be written in any programming language [174]. There
is also a web page for finding and sharing Ansible content called “Ansible Galaxy”.
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This content can be loaded into Playbooks by using so called “roles”, for more
information of how to do this see [172].

5.5.2 Analysis of Ready to Use Content

5.5.2.1 apache by user geerlingguy

This Playbook is downloaded more than 2 million times and is the most popu-
lar playbook related to Apache. It is still maintained and have more than 15+
commits per year since the founding in 2014 [91]. It covers some CIS Apache rec-
ommendations such as 5.8, 9.2, 9.3 and 9.4. It is almost in complete accordance
with 6.3 except that virtual hosts logs the additional information the canonical
ServerName of the server serving the request and the process ID of the child that
serviced the request. However, it violates the majority of the recommendations.
Some examples are:

• CIS Apache 2.4 is violated as Status Module is enabled

• CIS Apache 2.5 is violated as Autoindex Module is enabled

• CIS Apache 5.2 is violated as FollowSymLinks is configured for the document
root.

• CIS Apache 6.1 is violated as LogLevel is configured to warn and not notice
or lower.

• CIS Apache 8.1 is violated as ServerTokens is configured to OS and not
Prod.

• CIS Apache 8.2 is violated as ServerSignature is configured to On and not
Off.

• CIS Apache 9.1 is violated as Timeout is set to 300 and not a value equal
or less than 10.

5.5.2.2 harden_apache by user juju4

This Playbook was the one with the most extensive secure configuration found
for Apache, however only downloaded 41 times. None of the Playbooks related
to Apache with security in focus found had more than 100 downloads, thus this
does not seem to be a priority by the users of Ansible Galaxy. The Playbook is
still maintained with 30+ commits per year since its founding in 2017 [93]. The
configuration settings available in the Playbook sometimes have a rationale in form
of a comment or a link to web page with relevant information, but in general this
is not the case and the configuration settings lack rationale. The Playbook cover
CIS Apache 3.1, 4.1, 4.3, 4.4, 5.7, 5.8, 5.10, 7.5, 7.7, 7.10, 8.1, 8.2, 9.2, 9.3, 9.4.
It is also almost in complete accordance with 6.3 and differ in the same way as
the Playbook ansible-role-apache. It also violates some recommendations, differs
in recommended arguments or cover recommendations that CIS Apache does not.
The ones that are missing can be seen in Table 5.2, and the ones that violated/differ
in recommended arguments are discussed below. The missing recommendations
are given IDs in form of juju4-apache-XX.
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Table 5.1: Summary of information covered by harden_apache by
user juju4 and not by CIS Apache

ID Subject
juju4-apache-01 Deny access to potentially sensitive files
juju4-apache-02 Block vulnerability scanners and robots
juju4-apache-03 Use Rate Limiting to mitigate attacks such as DDoS

juju4-apache-04 Disable MIME sniffing to
avoid Cross Site Scripting attacks

juju4-apache-05 Signal support for the upgrade
mechanisms of upgrade-insecure-requests

juju4-apache-06 Signal to stop loading pages from loading when
reflected cross-site scripting (XSS) is detected

juju4-apache-07
Control what resources are

allowed to load for a given page to avoid
Cross Site Scripting attacks

juju4-apache-08 Opt in to report on fulfillment of
Certificate Transparency requirements

juju4-apache-09 Enforce cookie limitations

• harden_apache suggests the OS root directory and the web root directory
to have the directive Options with argument SymLinksIfOwnerMatch, i.e.
ownership must match in order for a link to be used, while CIS Apache 5.1
and 5.2 recommends the argument None. The motivation of this is that no
options should be enabled for the root OS level or web root directory and
that options may be enabled as needed for specific web sites or portions of the
web site. This seems as a better alternative, enforcing to only use tailored
options configuration in use cases where it is needed and thus limiting the
attach vector.

• Both harden_apache and CIS Apache suggest argument sameorigin for the
X-Frame-Options, i.e. that a web page may only be displayed in a frame
on the same origin as the page itself [124]. However, harden_apache use
Header set, while CIS Apache 5.14 use Header append. Thus, the response
header is set and will replace any previous header with this name instead
of being appended to any existing header of the same name. As Header
set gives a more strict control of the header content, this could be an even
better option than append.

• The LogLevel directive have the argument warn in harden_apache while
CIS 6.1 suggests the argument info or lower for the core module and notice
or lower for other modules, i.e. the argument notice core:info. This is mo-
tivated by that only the argument of info imply that the error logs include
the not found errors, which can be used for forensics investigation and host
intrusion detection purposes. As error logs are valuable for analyzing poten-
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tial or occurred problems, it seems reasonable to follow the recommended
configuration of CIS Apache.

• The directive SSLCipherSuite has the recommended argument
EECDH+AESGCM:EDH+AESGCM:AES256+EECDH:AES256+EDH in
harden_apache. This differs from the one suggested in CIS Apache 7.8,
ALL:!EXP:!NULL:!LOW:!SSLv2:!MD5:!RC4:!aNULL:!3DES:!IDEA.
harden_apache does however exclude all of the ciphers excluded in the CIS
Apache recommendation, except for anonymous DH algorithms (excluded
by !aNULL) which are not excluded through the use if EECDH (cipher
suites using ephemeral ECDH key agreement, including anonymous cipher
suites) [65].

• harden_apache exclude all TLS version except for TLSv1.2, while CIS
Apache allows both TLSv1.1 and TLSv1.2 in CIS Apache 7.4 and 7.9. As
discussed in Chapter 4.3, it is reasonable to only allow TLSv1.2.

• harden_apache suggest the configuration “Header set Strict-Transport-Security
"max-age=16070400; includeSubDomains"” while CIS Apache 7.11 suggest
“Header always set Strict-Transport-Security "max-age=600"”. This set-
ting imply that only HTTPS communication should be used rather than
HTTP and that the browser should remember that a site is only to be ac-
cessed using HTTPS for the number of seconds specified by max-age. If
includeSubDomains is specified, the rule applies to all of the site’s subdo-
mains as well. Using includeSubDomains is adressed in CIS Apache 7.11
and it is stated that using this option require carefully consideration of all
various host names, web applications and third-party services used to in-
clude any DNS CNAME values that may be impacted. Thus, it seems wise
not to use this option freely.

• harden_apache suggests a value of 100 seconds for the TimeOut directive,
while CIS Apache 9.1 recommends a value of 10 seconds or less to decrease
the timeout for old connections to migate DoS attacks. As CIS Apache 9.1
states, there is no 100% solution for preventing DoS attacks, but it seems
reasonable to at least take action to migate the risk where it is possible.
Thus, follow the recommendation given by CIS Apache 9.1 is preferable.

Some content of harden_apache are not mentioned above they do not directly
effect the vulnerability status of a web server. These are:

• “Header set X-Robots-Tag none”, which only if pages will be indexed or not
by search engines [97]

• Configuration related to OSCP stapling as this is related to the security of
the client and not the web server [111].

• “Header set Referrer-Policy origin” which implies to only send the origin of
the document as the referrer which might protect sensitive client information
but not directly affect the security of the server [122]
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5.5.2.3 nginx by user geerlingguy

This Playbook is downloaded more than 2,5 million times and is the most popular
playbook related to Nginx. It is still maintained with more than 10+ commits
per year since its founding in 2014 [92]. It is It covers some CIS Apache rec-
ommendations such as 5.8, 9.2, 9.3 and 9.4. It is almost in complete accordance
with 6.3 except that virtual hosts logs the additional information the canonical
ServerName of the server serving the request and the process ID of the child that
serviced the request. However, it violates the majority of the recommendations.
Some examples are:

• CIS NGINX 2.1.3 is violated as the gzip directive is configured to be on,
while gzip compression is recommended to be disabled in CIS NGINX 2.1.3
as an defense-in-depth strategy to mitigate attacks such as BREACH. Dis-
abling gzip compression comes with a price as this would reduce performance
and bandwidth and thus this might not be a valuable option for every user.
Still, it is beneficial for users to be aware of the potential problem with
compression. A solution could be to by default have the parameter off, with
a comment referring to material that discuss potential solutions and their
trade-offs such as [182]. Then users can make their own educated decision.

• CIS NGINX 2.4.3 is violated as the keepalive_timeout directive have the
parameter 65, while CIS NGINX 2.4.3 recommends to have a value larger
than 0 but equal or lower than 10 to mitigate denial of service attacks.

• CIS NGINX 2.5.1 is violated as the server_tokens directive have the pa-
rameter on while CIS NGINX 2.5.1 recommends the parameter off to avoid
displaying the Nginx version number and operating system version

• CIS NGINX 3.1 is violated as the log_format directive have the default
configuration, while CIS NGINX 3.1 suggests to use detailed logging. It is
also mentioned that the log format should be adapted to suit an organiza-
tions need. Of course one can not expect a Playbook to have a log format
suitable for all, but even so it would be preferable if the logging level was
more detailed.

• CIS NGINX 3.3 is violated as the logging level have the parameter warn
and not info.

• CIS NGINX 5.2.2 is violated as the client_max_body_size directive have
the parameter 64m. CIS NGINX 5.2.2 recommends to limit the size of the
request body to prevent buffer overflow attacks and that the value should
be set low enough to protect an application but high enough not to interfere
with functionality and block legitimate request bodies. The parameter in
CIS NGINX 5.2.2 is 100K, the default is 1m. 64m is a large value and should
reasonably be lower to prevent from buffer overflow attacks.

5.5.2.4 harden_nginx by user juju4

This Playbook was the one with the most extensive secure configuration found for
Nginx, however only downloaded 8 times. As with Apache, none of the Playbooks
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Table 5.2: Summary of information covered by harden_nginx by
user juju4 and not by CIS NGINX

ID Subject

juju4-nginx-01 Set buffer size limitations to
migate buffer overflow attacks

juju4-nginx-02

Instruct user agents to upgrade
a priori insecure resource requests to secure

transport before fetching them if they support
the upgrade-insecure-requests CSP directive

juju4-nginx-03
Disable etag directive to avoid that

remote attackers may be able to discern
the inode number from returned values

juju4-nginx-04 Ensure usage of secure ECDHE cipher curves
juju4-nginx-05 Deny access to potentially sensitive files
juju4-nginx-06 Block vulnerability scanners and robots

related to Nginx with security in focus found had more than 100 downloads, thus
this does not seem to be a priority by the users of Ansible Galaxy. It is still
maintained and have 8+ commits since its founding in 2017 [94]. The configuration
settings available in the Playbook sometimes have a rationale in form of a comment
or a link to web page with relevant information, but in general this is not the case
and the configuration settings lack rationale. The Playbook cover CIS Nginx 2.5.1,
4.1.6, 5.3.2, 5.2.3, 5.3.1, 5.3.3 It also violates some recommendations, differs in
recommended arguments or cover recommendations that CIS Nginx does not. The
ones that are missing can be seen in Table 5.2, and the ones that are violated/differ
in recommended arguments are discussed below. The missing recommendations
are given IDs in form of juju4-nginx-XX.

• As with the Playbook nginx by user geerlingguy in Chapter 5.5.2.3 CIS
NGINX 2.1.3 is violated as the gzip directive is configured to be on. The
same discussion found in this chapter applies here.

• CIS NGINX 2.4.3 is violated as the keepalive_timeout directive is set to 65,
while CIS NGINX 2.4.3 recommends to have a value larger than 0 but equal
or lower than 10 to mitigate denial of service attacks.

• harden_nginx configures the HTTP Strict-Transport-Security response header,
which is explained more in detail at [123], as “add_header Strict-Transport-
Security "max-age=63072000; includeSubdomains; preload";”. CIS NGINX
4.1.8 recommends to use a value for max-age of 15768000 seconds (six
months) or longer, and CIS NGINX 4.1.12 recommends using includeSub-
Domains and preload as well. However, CIS NGINX 4.1.12 emphasize that
this configuration requires careful consideration and informs the user of the
consequences of using the parameters includeSubDomains, previously dis-
cussed in 5.5.2.2, and preload, which adds the domains and subdomains to
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the HSTS preload list permanently (if all of the requirements is satisfied)
which is a slow and painful process to undo [48]. harden_nginx does not
mention this at all. As with configuring gzip, a solution could be to by
default not configure includeSubDomains and preload, and have a comment
referring to material that discuss the configurations and consequences such
as [48] and CIS NGINX 4.1.12. Then users can make their own educated
decision.

• harden_nginx configures the ssl_prefer_server_ciphers directive with pa-
rameter on and the ssl_ciphers directive with parameter
EECDH+AESGCM:EDH+AESGCM:AES256+EECDH:AES256+EDH. CIS
NGINX 4.1.5 recommends the same parameter for the
ssl_prefer_server_ciphers directive and as mentioned in Chapter 4.2 there
are four different suggestions for the ssl_prefer_server_ciphers directive.
The configuration of harden_nginx is in accordance with all of them ex-
cept for the one for “Mozilla modern profile web server” which have very
specific cipher suits and modes. Thus, there are several secure options for
the ssl_ciphers directive and one is available in harden_nginx. CIS NGINX
4.1.5

• harden_nginx configures add_header Content-Security-Policy “default-src
’none’; script-src ’self’; connect-src ’self’; img-src ’self’; style-src ’self’; upgrade-
insecure-requests;”, i.e. the default policy for loading content is that it is
prevented from being loading from any source, valid sources for loading
JavaScript, XMLHttpRequest (AJAX), WebSocket, EventSource, images
and stylesheets are from the same origin(same scheme, host and port) [101]
and that user agents shall treat all of a site’s insecure URLs (those served
over HTTP) as though they have been replaced with secure URLs(an op-
tion intended for web sites with large numbers of insecure legacy URLs that
need to be rewritten) [120]. CIS NGINX 5.3.4 recommends “add_header
Content-Security-Policy "default-src ’self’";”, i.e. the default policy for load-
ing content is that it is allowed to be loaded from the same origin(same
scheme, host and port). As harden_nginx by default does not allow load-
ing resources unless specified (there are 15 types of resources that can be
controlled through the Content-Security-Policy HTTP response [101]), this
is a more strict and controlled configuration, which should reasonably min-
imize the attack vector of the web server and thus be a more beneficial
configuration.

Some content of harden_nginx are not mentioned above they do not directly
effect the vulnerability status of a web server. These are:

• Directive ssl_session_cache with parameters shared:SSL:10m and directive
ssl_session_timeout with parameter 10m. No secure rationale behind this
was described in the configuration or found in other sources of information.
The reason why this configuration is set seems to be to increase performance
by reusing SSL session parameters through a cache shared between all worker
processes to avoid SSL handshakes for parallel and subsequent connections.
If session parameters are to be reused, reasonable they should be valid for the



58 Analysis of Tools

duration of a user session and not too long of a period to minimize impact of
potentially compromised master secrets. The default of ssl_session_timeout
is five minutes and ssl_session_cache none [130], i.e. that Nginx tells a client
that sessions may be reused, but does not actually store session parameters
in the cache. Thus, this configuration does not seem to really decrease the
attack vector of a web server.

• The configuration “add_header Referrer-Policy "strict-origin-when-cross-origin"”
which implies to send a full URL for same-origin requests and only send the
origin when the protocol security level stays the same (HTTPS to HTTPS),
and send no header to a less secure destination (HTTPS to HTTP). This
might protect sensitive client information but not directly affect the security
of the server [122].

• Configuration related to OSCP stapling as this is related to the security of
the client not the the web server [111].

• Excluding logs for missing favicon.ico and robots.txt as this does not directly
affect the vulnerability of a web server. One could argue that to facilitate
as useful analysis of logs as possible in case of attacks or other suspicious
activities, the log data should only include relevant information and this
might not include logs for misisng favicon.ico and robots.txt. Still, the
exclusion of the logs should not have a significant impact on the vulnerability
of a web server.

• Counteracting referrer spam. This is not a desirable phenomenon, see more
in e.g. [176], but it does not affect the security of a web server.

5.5.3 Using Ansible

Ansible and the examined ready to use content works without any errors and is
fairly straight forward to set up as it has a agentless architecture. As with Puppet,
the output from running a module or Playbook is not very informative. The output
of what action has been made is a bit more descriptive than Puppet, see Figure 5.10
for an example, but still specific configuration decisions and rationale behind these
are not presented to the user. As with Puppet, the rationale behind configuration
decisions could be added as a comment in the code of a module or Playbook, but
that does not enable a very clean or consistent practice to educate users. There
are no comments with rationale found in any of the examined content.

5.6 Summary of Tools

OpenSCAP

• It supports the operating systems Fedora, RHEL 6, RHEL7, CentOS 6 and
CentOS 7, Debian, Ubuntu and Windows.

• It is released under GNU Lesser General Public License v2.1.

• It does not need to be installed onto the device it examines.
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Figure 5.10: Example of output when running Ansible

• It supports Apache and Nginx, as well as other types of software.

• It does not have the possibility to remediate misconfiguration found.

• It works without problems.

• It offer evaluation and/or configuration that correspond to secure best prac-
tice, but it depends on the content that the user provides. No content
representative of the CIS Benchmark recommendations was found.

• There are no type of scoring or ranking of the configuration parameters.

• The user is not precisely educated about configuration suggestions, but there
is a possibility to reference to related sources of information.

CFEngine

• It supports the operating systems CentOS/RHEL, Debian or Ubuntu for
Policy Servers and AIX, CentOS/RHEL, Debian, HP-UX, Solaris, Ubuntu,
Windows for Clients.

• It is released under GNU General Public License, version 3.

• It needs to be installed onto the device it examines.

• It supports both Apache and Nginx, as well as other types of software, but
there is no ready to use content for Nginx.
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• It has the possibility to remediate misconfiguration found.

• It does not works without problems.

• The ready to use content available does not offer evaluation and/or config-
uration that correspond to secure best practice for web servers.

• There is no type of scoring or ranking of the configuration parameters, it
could however be added as a comment in the promises.

• There is not really any beneficial alternative to educate the user about con-
figuration suggestions, the best alternative is specifying them as comments
in configuration files.

Chef Inspec

• It supports the operating systems Red Hat Enterprise Linux, mac OS, SUSE
Linux Enterprise Server, Ubuntu and Windows.

• It is released under Apache 2.0 license.

• It does not need to be installed onto the device it examines.

• It supports and there is ready to use content for both Apache and Nginx,
as well as other types of software.

• It does not have the possibility to remediate misconfiguration found.

• The tool works without problem, but the ready to use content does not.

• The ready to use content available offers evaluation and/or configuration
that correspond to secure best practice for web servers, although not very
extensive. It has configuration related to security not mentioned in the CIS
Benchmarks.

• There is a type of scoring or ranking of the configuration parameters, but
it is not presented directly in the terminal.

• The is a possibility to educate the user about configuration suggestions,
although this could be improved in the ready to use content.

Puppet

• It supports the operating systems Debian, Fedora, macOS, Windows, Red
Hat Enterprise Linux, SUSE Linux Enterprise Server and Ubuntu.

• It is released under Apache License 2.0.

• It needs to be installed onto the device it examines.

• It supports and there is ready to use content for both Apache and Nginx,
as well as other types of software.

• It has the possibility to remediate misconfiguration found.

• The tool and the ready to use content works without problems.
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• The ready to use content available does not offer evaluation and/or config-
uration that correspond to secure best practice for web servers.

• There is no type of scoring or ranking of the configuration parameters.

• There is not really any beneficial alternative to educate the user about con-
figuration suggestions, the best alternative is specifying them as comments
in configuration files.

Ansible

• It can be run from any machine with Python 2 or 3 installed, but Windows
is not supported for the node to be controlled.

• It is released under GNU General Public License v3.0.

• It does not need to be installed onto the device it examines.

• It supports and there is ready to use content for both Apache and Nginx,
as well as other types of software.

• It has the possibility to remediate misconfiguration found.

• The tool and the ready to use content works without problems.

• The ready to use content available offers evaluation and/or configuration
that correspond to secure best practice for web servers, although not thor-
oughly. It has configuration related to security not mentioned in the CIS
Benchmarks.

• There is no scoring or ranking of the configuration parameters.

• There is not really any beneficial alternative to educate the user about con-
figuration suggestions, the best alternative is specifying them as comments
in configuration files.
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Chapter6
Implementation

This chapter describes the implementation of new content for verifying absence of
security misconfiguration and the results from the analysis of the implementation.

6.1 Categorization and Chosen Recommendations

The categorization of the configurations related to security misconfiguration is
found in table Table 6.1 and Table 6.2. The verification tests implemented in
each category is in bold. Recommendations from CIS are in numbers, e.g. 2.2.
Recommendations from OWASP not covered in CIS are on the form of OWASP-
xx, e.g. OWASP-10. Recommendations from DISA STIG not covered in CIS are
on the form of U1-xxxx or U2-xxxx, e.g. U1-0010. Recommendations from content
for Chef Inspec not covered in CIS are on the form of apache-xx or nginx-xx, e.g.
apache-08. Recommendations from content for Ansible not covered in CIS are
on the form of juju4-apache-xx or juju4-nginx-xx, e.g. juju4-apache-01. Some of
the controls of the implementation is currently only usable for Debian or Ubuntu
systems as some commands used in the tests are operating system specific, e.g.
using the package manager tool, but they can be adapted to suit other operating
systems.

Table 6.1: Categorization of the Apache recommendations

Category Recommendations
Verify That Module Is Enabled 2.2 6.6 7.1, U1-0010, U1-0510,

U1-0520, U2-0380
Verify That Module Is Disabled 2.1, 2.3, 2.4, 2.5, 2.6, 2.7, 2.8,

OWASP-10, apache-08
Verify That Apache Web Server
Run as a Non-Root User

3.1

Verify That the Apache User Ac-
count Has an Invalid Shell

3.2

Verify That the Apache User Ac-
count Is Locked

3.3

Continued on next page
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Table 6.1 – Continued from previous page
Category Recommendations
Verify Correct Ownership 3.4, 3.5, 7.3, U1-0190, U1-0820,

U1-0900
Verify Correct Permissions 3.6, 3.11, 3.12, 7.3, OWASP-02,

U1-0180, U1-0820, U1-0900
Verify Non-Existance of Direc-
tive or Verify Correct Configura-
tion

3.7, 3.8, 3.10, 7.6, 7.7, 8.4

Verify That the Apache Process
ID (PID) File Is Secured

3.9

Find Directive, Verify Existance
or Non-Existance of Nested Di-
rective and Its Value

4.1, 4.2, 4.3, 5.1, 5.2, 5.3, 5.7,
5.10, 5.11, U1-0670, juju4-
apache-01, juju4-apache-02,
juju4-apache-03

Verify Non-Existance of Direc-
tive or Text

4.3, OWASP-12, U1-0240

Verify Value of Directive 4.4, 5.13, 5.14, 6.1, 6.2, 6.3,
7.4, 7.5, 7.8, 7.9, 7.10, 8.1, 8.2,
9.1, 9.2, 9.3, 9.4, 9.5, 10.1, 10.2,
10.3, 10.4, OWASP-01, OWASP-
06, OWASP-08, OWASP-10,
OWASP-11, U1-0300, U1-0460,
U1-0470, U1-0510, U2-0380,
juju4-apache-04, juju4-apache-
05, juju4-apache-06, juju4-
apache-07, juju4-apache-08,
juju4-apache-09

Verify That Default Content Is
Removed

5.4

Verify That Default CGI Con-
tent Is Removed

5.5, 5.6

Verify Directive Exists on Server
Level and Verify Its Value

5.8, 5.9, 5.12, 7.11

Verify Correct Setting of Log
Storage and Rotation

6.4

Verify That Applicable Patches
Are Applied

6.5

Verify That a Valid Trusted Cer-
tificate Is Installed

7.2

Verify That a Default Hosted
Application Web Page Is Dis-
played When a Requested Web
Page Cannot Be Found

U2-0620
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Table 6.2: Categorization of the Nginx recommendations

Category Recommendations
Verify That Nginx Is Installed 1.1.1
Verify That the Latest Software
Package Is Installed

1.2.2

Verify Non-Existence of Module 2.1.1, 2.1.2, 2.1.3, 2.1.4
Verify That Nginx Use a Non-
Privileged and Dedicated Service
Account

2.2.1

Verify That the Nginx Service
Account Is Locked

2.2.2

Verify That the Nginx Service
Account Has an Invalid Shell

2.2.3

Verify Correct Ownership 2.3.1
Verify Correct Permission 2.3.2, 4.1.3, OWASP-02
Verify That the Nginx Process
ID (PID) File Is Secured

2.3.3

Verify Non-Existence of Direc-
tive or Existence of Correct Con-
figuration

2.3.4

Verify Non-Existence of Direc-
tive or Text

OWASP-12

Verify Existence of Directive and
Verify Its Value

3.3

Verify Existence of Directive In-
side a Context and Verify Its
Value

2.4.1, 2.4.2, 2.5.1, 2.5.3,
3.1, 3.2, 3.5, 3.6, 4.1.1, 4.1.4,
4.1.5, 4.1.7, 4.1.9, 4.1.13,
4.1.14, 5.1.1, 5.1.2, 5.2.1, 5.2.2,
5.2.3, 5.3.1, 5.3.2, 5.3.3, 5.3.4,
5.3.5, OWASP-06, OWASP-07,
OWASP-09, nginx-06, nginx-16,
juju4-nginx-01, juju4-nginx-02,
juju4-nginx-03, juju4-nginx-04,
juju4-nginx-05, juju4-nginx-05,
juju4-nginx-06

Verify Existence of Directive In-
side a Context and Verify Cor-
rect Configuration of the Value

4.1.2, 4.1.6

Verify Existence of Directives
and Nested Directives Inside a
Context and Verify Their Values

5.2.4, 5.2.5

Verify Existence of Directive In-
side a Context and That Its
Value Is Lower/Higher than
Threshold

2.4.3, 2.4.4, 4.1.8

Continued on next page
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Table 6.2 – Continued from previous page
Category Recommendations
Verify That Default Content Is
Disabled

2.5.2

Verify That Log Files Are Ro-
tated

3.4

Verify Correct Configuration
Through HTTP Request

4.1.12

The following recommendations was not included:

• CIS Apache 1.1, 1.2, 1.3 as they do not cover proper configuration of Apache
but subjects such as pre-installation checklists and how to install Apache.

• CIS NGINX 1.1.2 where the audit is the same as in 1.1.1 but no way of
verifying the the main purpose, ensuring that Nginx is installed from source,
was found. This was not found for regular terminal usage or in Chef Inspec.

• CIS NGINX 1.2.1 is about configuring the package manager repositories and
thus not strictly related to the configuration of the Nginx server.

• CIS NGINX 2.5.4, 3.7 4.1.10, 4.1.11 is not related to web servers but only
proxy and loadbalancer.

6.2 Result of Implementation

Almost every category was possible to implement. The only subject that caused
trouble was related to variables set in the so called envvars file in Apache. As
example, the user of Apache is usually not set directly in the main configuration
file apache.conf but rather, its parameter is ${APACHE_RUN_USER}. This is a
reference to the Apache envvars file, located at /etc/apache2/envvars for Debian
and Ubuntu systens, containing the variable APACHE_RUN_USER=www-data
(this was e.g. the problem for control apache-06 in Chapter 5.3.2.2). Some of
variables in the envvars file, such as the user, can be found through other com-
mands. However, no command was found for finding the value of the variables
APACHE_PID_FILE and APACHE_LOCK_DIR in envvars. In a regular ter-
minal one can just use the command “source /etc/apache2/envvars” and then
execute “echo $APACHE_PID_FILE” to obtain the value. This was however not
possible to use inside Chef Inspec. This is probably because the resource named
command, which is used to execute commands (see [35] for more information),
does not change the state of a system but only gathers the result of the command.

Thus, the seeked variables inside the envvars file was obtained by simple ex-
tracting the content of the file. Unfortunately, their value can be on the form
of /var/run/apache2$SUFFIX/apache2.pid or /var/lock/apache2$SUFFIX, where
the value of $SUFFIX is decided by a bash command inside the envvarsfile. The
value of $SUFFIX is usually a empty string, as it only has a value if there are
multiple Apache instances running on the same machine. There was no way found
to execute the bash command properly to obtain the value of $SUFFIX as there
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was no way found to obtain the variables used inside the bash command. Due to
this, for the tests where values inside the envvars file was needed where $SUFFIX
was present, the value of $SUFFIX was assumed to be a empty string. Thus, these
tests are only usable for situations where not multiple instances of Apache is on
the same machine.

Another situation not entirely satisfactory is the output in the terminal when
running the implementations in Chef Inspec. Some controls, e.g. the control
covering CIS Apache 4.3, lead to that the terminal was filled with all the operating
configuration for the web server, no matter if the control was successful or not.
This creates a situation where the result of the validation is not very easy to survey
since the terminal is filled with lots of information where all information is not
relevant. The result is still valid and the output is not so overwhelming that it is
unusable, but it would still be preferable if this was not the case.

Another subject worth mentioning is the possibility of successful validation if
either one configuration or another configuration is present, described under “Ad-
vanced concepts” in [40]. This was attempted to use for verifying CIS NGINX
2.3.4, where either a directory should not be configured or it should be validated
that there is presence of other correct configuration if the directive is present. Un-
fortunately, the method described in “Advanced concepts” only allows two tests,
while the audit in CIS NGINX 2.3.4 includes four tests in total (one for validating
that a directive is not present, and the other three to validate other correct con-
figuration). Thus, if the directive is present this control will marked as failed as
the tests ensuring that the directive is not present will fail, no matter if the other
correct configuration is present. This can be worked around by using if conditions,
e.g. only running the test that the directive is not present if the condition is met
that it is not present and only running tests that validates if the other correct
configuration present if the condition is met that the directive is present, but this
is not a very elegant solution.
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Chapter7
Discussion

This chapter discuss the results from previous chapters.
In this thesis, the importance of the different security misconfigurations found

has not been taken into account, i.e. there is no ranking. It could be the case
that some sources of information or ready to use contents have only put forth
security misconfigurations they believe is the most critical, making a trade off of
comprehensiveness for usability. However, no source of information on ready to
use content specified why the configuration put forth was chosen instead of other
or how its importance was determined. Neither less, it would be favourable if the
different security misconfigurations found was ranked, to make it more easy to
review but also perhaps creating a foundation for more usable results to incorpo-
rate into the tools. As mentioned in Chapter 6, the output in the terminal was
a bit overwhelming due to that for some control all the operating configuration
was printed. Even if this was not the case, there could still arise a situation where
result of the validation is not very easy to survey. If one would implement controls
and tests for validating the absence of all security misconfiguration found in this
thesis, e.g. the more than 120 in total for Apache, this is quite a lot of controls
and tests which will be presented in the terminal of the user. This could create a
solution which users do not find convenient and thus not inclined to use, leading to
a situation where security misconfiguration will continue to go unnoticed. Valida-
tion for only a subset, preferably only the most critical security misconfigrations,
could be made possible if a ranking of the security misconfiguration was made.

Another subject worth mentioning is that Chef Inspec do provide the possi-
bility to orderly specify the impact and rationale behind each control, which allow
user to understand the importance and background of the configuration covered
in this control. However, if a user have interest in either of these two, he has to
manually visit the file where the controls are written as this information is not
presented with the result in the terminal when running Chef Inspec. This is not
a very burdensome activity to perform, but it would still be neat to have all rel-
evant information in one place. It could be beneficial to adapt Chef Inspec and
take inspiration from OpenSCAP and make it possible to generate the result of
the validation as an HTML file or to create a user interface to make the result
more easy to survey. This solution could also include the impact and description
belonging to each control.

Furthermore, when configuration which only related to protecting the client
but not affecting the vulnerability of the web server was found, it was not presented
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in any of the tables or the categorization made for the implementation. As the
vulnerabilities of web servers was the focus of the thesis, this is not irrational, but
most organizations would probably value the security of client using their servers
highly as well. Thus, if the results of this thesis were to be used in a real case,
it is reasonable to believe that users would like to validate absence of this kind of
security misconfiguration as well.

Finally, it might be the case that users do not value impact, rationale and
education of why certain configuration should or should not be present to avoid
security misconfiguration and that they would much more prefer ready to use
content for deployment tools such as Puppet or Ansible. If this is the case, results
of this thesis is still valuable, as it highlights that there is a lot of configuration
related to security misconfiguration missing in the existing ready to use content. In
addition, it summarizes, hopefully the large majority, of the relevant configuration
to implement, where it was found and problems that can arise when implementing
some of them.



Chapter8
Conclusion and Future Research

This chapter summarizes the thesis and presents suggestions for relevant related
research.

8.1 Summary of Results and Conclusions

The thesis has provided several insights. Firstly, no source of information was
found that completely covered all identified possible security misconfigurations of
Apache and Nginx. This is at glance quite a frustrating discovery. If a person has
recognized the need for secure configuration and seek to gain knowledge of how
to implement this, he would reasonably like to have this information gathered in
one place. It is a time consuming task to compare different sources of information.
However, it could be that a too comprehensive source of information might be so
exhaustive that the reader does not have the possibility to benefit all knowledge
and take action. As an example, the total amount of possible security misconfig-
urations of Apache found are more than 120 when summarized. Learning about
and configuring these is not unimaginable but it is not a straight forward task
either.

Another insight is that there is not that many satisfying tools with substantial
ready to use content for validating absence of security misconfiguration. Perhaps
the proprietary solutions such as CIS-KAT and Nessus cover this area, but tak-
ing the strong movement of open source solutions today into account, this is a
bit surprising. Even when there was ready to use content with quite extensive
configuration against security misconfiguration, such as in Ansible Galaxy, these
were not popular with the users. This could be a sign of that many of the users
of Apache or Nginx does not validate that their configuration does not create vul-
nerabilities. Another explanation might be that they do it manually, not a very
efficient solution, or that they have their own scripts to do validation. None of
these method take advantage of or contribute to the knowledge of the community
and might lead to both inefficient and not fully covering solutions.

It is also interesting to notice that rationale behind and references to more
information about the configuration endorsed in the ready to use content is in
general very unsatisfying. The reason behind and the possible options of the
configuration is not always straight forward. Take for example the discussion
about gzip compression in Chapter 5.5.2.3 and enabling preload in Chapter 5.5.2.4.
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The problems that make these configuration related to vulnerability issues is not
obvious and a user could clearly benefit information of why or why not these
configurations should be made and what consequences the taken action could
have. Of course this is something that a user could research about on his own,
but given how many configuration options there are, it would decrease effort and
time needed if there was more description available.

At last, the thesis provided the result that Chef Inspec is a feasible solution
to use to validate absence of every security misconfiguration found, though for
Apache only for cases when Apache is run as a single instance. It was also shown
that improvements can be made regarding the presentation of the result from the
validation to increase the ease of survey and to make use of the feautres of impact
and rationale that Chef Inspec provide.

8.2 Thoughts on future research

The thesis showed that there is a vast amount of configuration related to security
misconfiguration of web servers. It could be beneficial to have a clear ranking of the
importance of the different configurations. This could benefit users in several ways.
It might be that the amount of configuration to take into account is too extensive
for the average user, and that they would only have interest in the most critical.
It could also be the case that a user would like to implement all, but that this
process would require too much time to be implemented at once and thus requiring
partitioning and prioritization of the configuration to allow for implementation in
different phases. Thus, research with the target of enabling a clear ranking and
classification of the different security configurations could benefit the community.

Another relevant subject is taking the users perspective and experience into
account. How does the validation of web server configuration take place today?
Do they perform it at all, do they use any supporting software and how do they
find information about security misconfiguration? How would the most favourable
supporting software function? Would they like to have validation of only the most
critical configuration? How much information and rationale behind each option
do they need? Are they in accordance with that validation and deployment should
be separated or do they just want to use ready to use content for deployment tools
such as Puppet and Ansible to utilize a solution as efficient as possible? This
research is important to understand why or why not validation is made and how
to improve existing solutions or perhaps develop novel ones.

It could also be useful to broaden the scope to include other types of software
such as firewalls. What configuration is really needed to be present in a web server
if there is presence of a firewall? What possibilities exists to obtain information
about their configuration and put them in relation to the configuration of the web
server? Is the placement of certain protection for web servers more efficient in
a firewall? This could be beneficial research as in many real world systems the
web server is seldom alone but have surrounding software which can affect their
vulnerability.
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