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Consider the following problem. A hardware device (for example, a mobile device, a graphics chip, a trusted platform module, a processor package, or a
smart card) wants to prove to a verifier that it is a genuine hardware device manufactured by a certified hardware manufacturer. The easiest way to prove
that it is the genuine article is for the verifier to read the serial number to the hardware manufacturer to verify that it is indeed the device in question. Each
hardware device is assigned a unique serial number that is inscribed on the body of the device by the manufacturer. The problem with this solution is its
limited application: the verifier needs to physically have the device in order for this kind of authentication to work. In many cases, a piece of hardware
needs to be authenticated remotely. Remote hardware authentication is the main focus of this article.

A possible solution to the problem of remote hardware authentication is for the hardware manufacturer to assign each device a unique device certificate.
More specifically, each device could be assigned a unique public and private key pair. The hardware manufacturer certifies the device by issuing a
cryptographic certificate to the device public key. When the hardware device needs to be verified, it sends its device certificate to the verifier along with a
signature signed with its private key. The verifier can then use the hardware manufacturer's public key to verify the device certificate and then use the
device's public key in the certificate to verify the signature. This solution is secure, as long as the device can protect its private key, since only hardware
devices made by the original manufacturer have valid device certificates.

This certificate approach is also scalable, as the device manufacturers can issue as many device certificates as they want. However, issuing a device
certificate raises a privacy concern, because the device certificate is used to uniquely identify the device. The verifier, therefore, can use the device
certificate to trace a device and the associated authentication activities.

In this article, we introduce a new cryptographic scheme called Enhanced Privacy ID (EPID) for remote, anonymous authentication of a hardware device.
Using EPID, a hardware device can prove to a verifier remotely that it is a valid device, certified by the hardware manufacturer, without revealing its
identity and without the verifier being able to link multiple authentication attempts made by the device.

Conceptually, an EPID scheme can be viewed as a special digital signature scheme. Unlike traditional digital signature schemes, one public key in the
EPID scheme corresponds to multiple private keys. There are three types of entities in an EPID scheme: issuer, members, and verifiers. In our context, the
issuer is the hardware manufacturer, the member is a hardware device made by the manufacturer, and the verifier could be software on the host, a server
on the Internet, or another hardware device. The issuer creates an EPID public key and issues a unique EPID private key to each member. Each member
can use this private key to digitally sign a message, and the resulting signature is called an EPID signature. The verifier can use the public key to verify the
correctness of a signature, that is, to verify that the EPID signature was indeed created by a member in good standing with a valid private key. The EPID
signature, however, does not reveal any information about which unique private key was used to create the signature.

Prerequisites and Design Requirements

We first formalize the remote hardware authentication problem, then describe the prerequisites for the problem, and end with our design requirements.

Remote Hardware Authentication Problem. To do remote authentication securely, cryptographic keys need to be used. There are three entities involved in
a remote authentication scenario: the issuer, members, and verifiers. The issuer is a hardware manufacturer who creates a group. A member is a hardware
device manufactured by the issuer. A member can join or leave the group.

When a member joins the group as it is manufactured, the issuer issues a private key to the member. When the member leaves the group, the issuer revokes
the private key of the member. Leaving the group is a rare event. It occurs only when the private key of the member (the hardware device) has been
extracted from the hardware device, and the issuer has to revoke the membership of the device, or in other words, revoke the private key. A verifier is an
entity that wants to know that a hardware device is a member of the group. The remote hardware authentication is an interaction between a member and a
verifier. The member uses its private key to prove to the verifier that it is a valid member of the group and has not been revoked.

Prerequisite. To have a secure remote hardware authentication scheme, the member (that is, the hardware device) must have a good protection system for
its private key. In other words, the member should have secure storage to store the private key and have a trusted execution environment to use the key to
perform the membership proof. If an attacker can easily extract the key information from a member, then there is no way to do remote hardware
authentication securely, as the attacker can always use the extracted private key to perform the membership proof before the key is revoked. This means
that the verifier cannot tell whether the proof comes from the attacker or from a real hardware device.

Security Requirements. The basic security requirement is straightforward; that is, only a member in good standing could perform the membership proof
successfully. In other words, if the prover is not a member of the group, then its proof of membership would be rejected by the verifier. This property
should hold unless a private key has been removed from a member and has not yet been revoked, or unless a problem considered computationally
infeasible has been solved.

Privacy Requirements. In a remote hardware authentication scheme, the membership proof must be anonymous and unlinkable. In addition, the private
key of each member should be unknown to the issuer. More specifically, these are the required privacy properties:

* Given a membership proof, the verifier or the issuer cannot identify the actual prover, that is, cannot extract any identifiable information about the
member from the proof. This is known as the anonymity property.

* Given two membership proofs, the verifier or the issuer cannot tell whether the proofs are generated by one member or by two different members.
This is known as the unlinkability property.

« The issuer does not know any of the private keys of the members. Therefore, the issuer does not have a database of all the members' private keys.



The unlinkability requirement is optional. In some applications, the verifier may require the membership proofs from a member to be linkable. Linkable
proofs help to prevent a member from abusing the anonymity requirement. For example, suppose a verifier is a key-provisioning server that provisions a
key to each member (that is, each hardware device). This verifier wants to make sure that each member is provisioned with only one key. Suppose that an
adversary is able to extract a private key from a member device. If the remote hardware authentication scheme has the property of anonymity but not
unlinkability, then the verifier would issue many keys to this adversary by using this one compromised member key. Then if the verifier found that one of
the provisioned keys had been abused, he or she would be able to revoke it but would not be able to revoke all of the other keys that this adversary had
obtained from the one compromised member key. Privacy issues with this use can be controlled, since the member needs to obtain the provisioned key from
this verifier only once, and this usage can be unlinkable to any usage with any other verifier.

Revocation Requirements. A remote hardware authentication scheme must handle revocation. In general, when a hardware device is manufactured, it
Jjoins the group. Even if the ownership of the hardware device changes or the device is stolen, it is still a valid, authentic hardware device; thus, it is still in
the group and does not need to be revoked.

Only if the private key has been extracted from the secure storage of the hardware device, does the member have to be revoked. Given the prerequisites
mentioned earlier, the issuer assumes that the member's (the hardware device's) private key is well protected. Thus, the revocation of a member is a rare
event. However, the issuer needs to have the ability to revoke a member from the group if needed. The first revocation requirement is that the revocation of
a group member should have minimum impact on the rest of the group members.

The second revocation requirement is that if an extracted private key is known to the issuer, then the issuer should be able to revoke that private key.

The third revocation requirement is that if a private key is used in a transaction, and it is later discovered that the key used in that transaction had been
extracted, then this key should be revocable, even if it is not known. An example of such a case would be if a transaction was to provision a verifier key into
a hardware device, and this verifier key was later shown to be extracted, the issuer may conclude that the private key of the hardware device has been
corrupted and should be revoked.

Note that if an attacker extracts a private key from a hardware device and never uses the key, the key can probably never be revoked. On the other hand, if
the attacker never uses the extracted private key to forge or emulate a hardware device, there is no damage to the hardware authentication scheme.

Application of Hardware Authentication

In this article, we present a new cryptographic scheme called Enhanced Privacy ID (EPID) that satisfies the security, privacy, and revocation
requirements just discussed. Before we discuss EPID, however, we first discuss two applications of EPID. We first describe remote anonymous attestation
and then discuss the application in digital drivers' licenses and identity cards.

Remote Anonymous Attestation. Why are we interested in the problem of remote hardware authentication? The answer lies in the fact that in many
scenarios a verifier wants to know whether a request comes from an authentic hardware device or from a sofiware emulator.

Consider the following remote attestation example, depicted in Figure 1 as a conversation between a client and a service provider. A client platform is
running a hardware-based trusted execution environment, based on a smartcard, or on a Trusted Platform Module (TPM). The trusted execution
environment includes functionalities, such as secure code execution, secure data storage, and secure key generation. The platform requests a resource
from a service provider, such as a Digital Rights Management (DRM) key. The service provider needs to determine whether the platform can protect its
resource. The platform can do a remote attestation by sending the service provider a measurement of its computation environment, for example, the
platform can send its hardware and software configuration. The attestation needs to be combined with a remote hardware authentication, that is, one
signed by the hardware's private key. The logic of such an authentication is that an attacker can easily forge a measurement, but an attacker cannot
compute a valid signature without knowing a valid hardware private key. A hardware authentication scheme satisfying the design requirements, outlined in
the previous section, can provide both security and privacy for the remote attestation.

Service Provider

Figure 1: An Example of Remote Attestation (Source: Intel Corporation, 2009)

The remote attestation problem was first introduced in the domain of a TPM, a small hardware module integrated into a platform, such as a laptop or a
desktop. A direct anonymous attestation (DAA) scheme was developed by Brickell, Camenisch, and Chen [4] for remote authentication of a TPM, while
preserving the privacy of the TPM. The DAA scheme was adopted by the Trusted Computing Group, an industry standardization body that aims to develop
and promote an open industry standard for trusted computing hardware and software building blocks, and it was included in TPM specification version

1.2[11].

Note that the EPID scheme presented here is an extension of the DAA scheme but has more revocation capabilities. Our EPID scheme has broader
applicability beyond the remote attestation of a TPM. Let us look at two concrete applications of anonymous attestation.

Secure E-Commerce and On-line Banking. We now describe how EPID can be used for secure on-line banking. On-line banking is increasingly popular
and provides great convenience to end users. However, the security of on-line banking is a concern, not only to end users but also to the banks. If the end
user runs a platform that has a trusted execution environment and trusted I/O, the end user can conduct business in a relatively secure environment.
However, the bank does not know whether the user is running in a secure environment. An anonymous attestation from the user's platform to the bank
would give the bank more confidence that the transaction is secure.

For example, if a bank user performs some high-volume transactions, the bank wants to make sure that the transactions are properly authorized. If the user
runs a trusted execution environment, the user can use the EPID scheme to anonymously attest to the bank so that the bank can give a token to the platform
for future transactions.



The bank would know that the token was being secured in a trusted execution environment. In later transactions, the user enters a password into the
trusted execution environment that unlocks the token so that the bank can authenticate the user's environment. This assures the bank of the authenticity of
the transaction.

Content Protection. Here we describe how EPID can be used to protect content. An on-line media server provides high-definition media content to clients.
In order to download media content, each client needs to first download a Digital Rights Management (DRM) key from the server in order to decrypt the
content. Before sending a DRM key to the client, the server wants to know whether the client can protect its DRM key. If the client has a hardware-based
trusted execution environment and has a unique EPID private key embedded, it can use EPID to perform an anonymous attestation to the media server.
After the attestation, the media server is convinced that the client is indeed running a trusted execution environment and is not in fact running a software
emulator.

Observe that in this example, if an attacker corrupts one EPID private key from a hardware device, the attacker may not publish the private key publicly.
Instead, the attacker may use the compromised private key to obtain a DRM key from the media server. If the DRM key is found to be compromised on the
Internet (for example, in ripper software), it can be traced back to the EPID private key that links it to the transaction that was used for provisioning the
DRM key. Consequently, the issuer can revoke the compromised private key, based on the transaction of the key. This is an example in which the media
server may wish to be assured that it issues only one DRM key for each EPID private key. This is accomplished through making the requests for DRM keys
linkable to each other. But these requests would not be linkable to any other transactions.

Drivers' Licenses and Identity Cards. Various governments are considering including machine-readable information on drivers' licenses and identity
cards. In the case of drivers' licenses, the machine-readable portion (for example, the bar code or magnetic strip) of the license is readable to anyone with
a license reader. Unfortunately, such an approach raises serious privacy concerns, as personal information in the magnetic strip or bar code can be easily
gathered and then sold without the owner's consent -- potentially leading to identity theft.

Encrypting the machine-readable portion of the license has also been proposed. Such a practice poses significant key management challenges; the
decryption must be available to authorized parties only.

We describe how EPID can be applied to drivers' licenses. Each license has an embedded smart card chip that can store and process information. A card
reader is used to communicate with the license. The license is assigned a unique private key when it is issued by the government department that oversees
the licensing of automobile drivers. It can be used for various purposes without violating the user's privacy. The smart card license would be able to prove
to the reader that it is a valid license and that it has not been revoked, suspended, reported lost, and so forth. The smart card accomplishes this by using
the proof of membership protocol, in this way the identity of the license is not revealed.

Each government agency would have multiple groups capable of issuing of licenses. During the process of proving its validity to a reader, a license reveals
which license group it is in, and it reveals whether or not it is a valid license in good standing. It does not, however, reveal which license it is within that
license group.

Using the EPID scheme, the membership proof'is unlinkable. This means that if a license is used at a restaurant, for example, and it is valid and issued to
someone of legal age, when that same license is used again at the same restaurant the next night, the restaurant owners would not be able to tell that it was
the same license that was being presented. The restaurant owner is only acquainted with certain information: the validity of the license and that the patron
is of legal age.

Overview of EPID

In our EPID scheme, there are three types of entities: issuer, members, and verifiers. There are two revocation lists: a list of corrupted private keys,
denoted as PRIV-RL, and a list of signatures made from suspected extracted keys, denoted as SIG-RL. An EPID scheme has the following operations:

« Setup. The issuer creates a public key and an issuing private key. The issuer publishes and distributes the public key to everyone (that is, to every
member and every verifier).

« Join. This is an interactive protocol between an issuer and a member, the result of which is that the member obtains a unique private key.

« Sign. Given a message m and a SIG-RL, a member creates an EPID signature on m by using its private key.

 Verify. The verifier verifies the correctness of an EPID signature by using the public key. The verifier also checks that the key used to generate the
signature has not been revoked in PRIV-RL or SIG-RL.

Figure 2 depicts the interaction flows between the issuer, a member, and a verifier.

| Join Protocol

» Member obtains a

unique private key

= Verify checks the
. signature using
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* Member signs a message

using its private key [

Figure 2: Basic EPID Scheme (Source: Intel Corporation, 2009)

Zero-knowledge Proofs. In our EPID scheme, we use zero-knowledge proofs of knowledge [10] extensively. In a zero-knowledge proof system, a prover
proves the knowledge of some secret information to a verifier such that (1) the verifier is convinced of the proof and yet (2) the proof does not leak any
information about the secret to the verifier. In this article, we use the following notation for proof of knowledge of discrete logarithms. For example,

PK { (x) : y1 = g1y Ny2 = g2°}

denotes a proof of knowledge of integer x such that y; = gi* and y> = g5* hold, where x is known only to the prover, and g1, y1, g2, y2 are known to both the
prover and verifier. In the above equation, PK stands for proof of knowledge and A stands for logical conjunction.

Proof of knowledge protocols can be turned into signature schemes by using the Fiat-Shamir heuristic [9]. In our EPID scheme, we develop several
efficient zero-knowledge proof protocols for proving the knowledge of a valid EPID private key. In addition, we use an efficient zero-knowledge proof
protocol developed by Camenisch and Shoup [8] for proving the inequality of discrete logarithms of two group elements yy, yz to base zj, and 2,
respectively, denoted as



PK { (x):y1=2z1*Ay2 # 2"}

Overview of Our Construction

We begin with a high-level overview of our construction. In our scheme, each member chooses a unique membership key f. The issuer then issues a
membership credential on f'in a blind fashion such that the issuer does not acquire knowledge of the membership key f. The membership key and the
membership credential together form the private key of the member. To sign a signature, the member proves in zero-knowledge that it has a membership
credential on f. To verify a group signature, the verifier verifies the zero-knowledge proof-

In addition, each member chooses a base value B and computes K = B This (B, K) pair serves the purpose of a revocation check. We call B the base and
K the pseudonym. To sign a signature, the member needs not only to prove that it has a valid membership credential, but also to prove that it constructs the
(B, K) pair correctly, all in zero-knowledge.

In EPID, there are two options to compute the base B: the random base option and the name base option.

* Random base option. B is chosen randomly each time by the member. Under the decisional Diffie-Hellman assumption, no verifier can link two
EPID signatures based on the (B, K) pairs in the signatures.

* Name base option. B is derived from the verifier's basename; for example, B = Hash (verifier's basename). Note that in this option, the value K
becomes a pseudonym of the member with regard to the verifier's basename, as the member will always use the same K in the EPID signature to the
verifier.

We first explain how membership can be revoked based on a compromised private key. Given a private key that has been revealed to the public, the issuer

extracts the membership key f from the private key and inserts f into the private-key-based revocation list PRIV-RL. The issuer then distributes PRIV-RL to
all the verifiers. Given an EPID signature, any verifier can check whether it was created with the corrupted private keys in PRIV-RL as follows:

Let (B, K) be the base-pseudonym pair in the EPID signature. The verifier can check that K # B for every f"in PRIV-RL. If there exists an f" in PRIV-RL,
such that K = B', it means that the signature was created with a revoked private key. Therefore the verifier can reject the signature.

We now explain how membership is revoked, based on a transaction that a member was involved in. We call this kind of revocation signature-based
revocation. Suppose a member's private key has been compromised by an attacker and has been used in some transaction. If the issuer has collected
enough evidence to show that the private key used in the transaction was corrupted, the issuer can identify the EPID signature in the transaction and
revoke the key, based on the signature. To do this, the issuer extracts the (B, K) pair from the signature and inserts the pair into the signature-based
revocation list SIG-RL. The issuer then distributes the SIG-RL to all the verifiers. Before a member performs the membership proof, the verifier sends the
latest SIG-RL to the member, so that the member can prove that it did not perform those transactions. More specifically, the member proves that it is not
revoked in SIG-RL, by proving that, in zero-knowledge,

PK {(f) : K = BFAK’ = BT}

Jfor each (B', K') pair in SIG-RL. If the zero-knowledge proof holds, the verifier is convinced that the member has not conducted those transactions and that
membership has not been revoked.

Sketch of EPID Scheme

We have developed two EPID schemes, one from the strong RSA assumption [7] and the other from bilinear maps [6]. In this article, we briefly sketch the
EPID scheme from bilinear maps. (The full scheme can be found in [6]).

Let us first review some background on bilinear maps. Let GI and G2 be two multiplicative cyclic groups of prime order p. Let gl be a generator of G1,
and g; be a generator of G2. We say e: GI x G2 — GT is an admissible bilinear map function, if it satisfies the following properties:

Forallu € Gl, v € G2, and for all integers a, b, equation e(u", V) = e(u, W™ holds. The result of e(g1g2) is a generator of GT. There exists an efficient
algorithm for computing e(u, v) for any u € G1, v € G2.

Our EPID scheme is derived from Boneh, Boyen, and Shacham's group signatures scheme [2] and has the following operations:
Setup: The issuer does the following:
1. Chooses G1 and G2 of prime order p and a bilinear map function e : GI x G2 — GT.

2. Chooses a group G3 of prime order p with generator g3.
3. Chooses at random g; h;, h; € GI and g; € G2.

4. Chooses a random r € [1, p-1] and computes w = g". The public key is (g1, g2, €3, h1, h2, w) and the issuing private key is r.
Join: The join protocol is an interactive protocol between the issuer and a member as follows:

1. The member chooses at random f and y' from [0, p-1] and computes
T = hithy”

PKA(f, y’) : T=hih>?}

2. The member sends T to the issuer and performs the following proof of knowledge to the issuer:
The issuer chooses at random x and y" from [0, p-1] and computes

A= (g;. Thgy") 1/0c+71)

3. The issuer sends (4, x, y" ) to the member.
4. The member computes y =y' + y"(mod p). The member's private key is (4, x, y, f).

Note that given a valid private key (4, x, y, ), the following equation satisfies:
e(A, g2* w) = e(gihih2Y, g2)

Sign: Let (4, x, y, ) be the member's private key. The member does the following:
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4.

. If the random base option is used, the member chooses B at random from G3.
. If the name base option is used, the member computes B = Hash (verifier's basename).

Computes K = B
Computes the following zero-knowledge proof

PK {(A, x, y, ) : e(A, gzw) = e(g:h:'h2", g2) NK = B}

This essentially proves that the member has a valid EPID private key issued by the issuer.
. Computes the following zero-knowledge proof
PK{(f).'K:B”\K'#B'f}

for each (B', K') pair in SIG-RL. This step proves that the member has not been revoked in SIR-RL; that is, the member did not create those (B, K')
pairs in SIG-RL

Converts all the above zero-knowledge proofs into a signature by using the Fiat-Shamir heuristic [9].

Verify: Given the public key, PRIV-RL, SIG-RL, and an EPID signature, the verifier does the following:

1
2
3.
4

S

. If'the random base option is used, the verifier verifies that B is an element in G3.

. If the name base option is used, the verifier verifies that B = Hash (verifier's basename).
Verifies that K is an element in G3.

. Verifies the following proof

PK{ (A x, y, f) : e(A, g*w) = e (gih:'h2, g2) ANK = B}
This step verifies that the member has a valid EPID private key.

Verifies that K # B for each [ in PRIV-RL. This step verifies that the member has not been revoked in PRIV-RL.
Verifies the following zero-knowledge proof

PK{(f):K= B'AK'# B}
for each (B, K') pair in SIG-RL. This step verifies that the member has not been revoked in SIG-RL.
Comparison with Other Techniques

There are other techniques to remotely authenticate hardware, and in this section we review these techniques and compare them with our EPID
scheme.

Public Key Infrastructure (PKI). Each hardware device has a unique public and private key pair as well as a device certificate. To authenticate
hardware by using PKI, the device simply shows its certificate to the verifier along with a signature created by using the device's private key. As
mentioned previously, this PKI approach does not satisfy the privacy requirement.

Direct Anonymous Attestation (DAA). DAA was designed for anonymous attestation of TPM [4, 5]. DAA satisfies all the design requirements of
remote hardware authentication; however, it has limited revocation capabilities compared to those of EPID. In the DAA scheme, there are two
options for a balance between linkability and revocation. If the random base option is used, that is, a different base is used every time a DAA
signature is performed, then any two signatures by a device are unlinkable, but revocation only works if the corrupted device private key has been
revealed to the public. If a device has been compromised, but its private key has not been distributed to the verifiers (for example, if the corrupted
device's private key is still under the control of the adversary), the corrupted TPM cannot be revoked. If the name base option is used, then any two
signatures produced by a device, using the same base, are linkable. Thus, if the verifier determines that a device private key, used in a signature, has
been compromised, that verifier can revoke that key locally; that is, the verifier can reject all future signatures generated by that private key, without
knowledge of the compromised private key. However, the verifier cannot tell if a different verifier uses a different name base to revoke that private
key, because when a different name is used, the revoked key cannot be identified. Furthermore, the name-based option does not safeguard privacy,
because the verifier can link the transactions.

Group Signatures (GS). A group signature scheme [1, 2] has similar properties to those of the EPID scheme. In a group signature scheme, an issuer
creates a group public key and issues unique private keys to each group member. Each group member can use the private key to sign a message, and
the resulting signature is called a group signature. The verifier can verify a group signature by using the group public key. Unlike EPID, group
signature schemes have an additional property called traceability. This property enables the issuer to open any group signature and identify the
actual group member who created the signature. In other words, a group signature is anonymous to the verifiers but not to the issuer. Again, as
compared to this scheme, EPID keeps the identity of the group member from the issuer.

Pseudonym System (PS). The pseudonym system [3], designed by Brands, can also be used for remote hardware authentication. In the pseudonym
system, the display of a credential is anonymous by virtue of the fact that efficient zero-knowledge proof techniques are used for proving relations
among committed values. To use the pseudonym system for hardware authentication, each hardware device obtains a credential from the issuer and
uses the pseudonym credential for proof of membership. However, a credential in that system is linkable for multiple displays. To be unlinkable, a
hardware device has to get multiple credentials from the issuer and use one credential at a time. This approach has limited application for hardware
authentication, as the hardware device may never be able connect back to the issuer (the device manufacturer) once it has been produced. Thus, it
cannot maintain the unlinkable property by continuing to get new credentials from the issuer.

Summary

In Table 1, we summarize a comparison between different approaches to the remote hardware authentication problem. The EPID scheme is the only
scheme that satisfies all the design requirements mentioned earlier.



Group Pseudonym

Properties PKI DAA Signatures System EPID
Unigue Public Key Yes No No No No
Unigue Private Key Yes Yes Yes Yes Yes
Anocnymous Mo Yes Yes Yes Yes
Unlinkable No Yes Yes No Yes
Issuer Untraceable No Yes No Yes Yes
Private- Key Revocation Yes Yes Yes Yes Yes
Signature Revocation Yes No No Yes Yes

Table 1: Approaches to Remote Hardware Authentication (Source: Intel Corporation, 2009)
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