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Abstract

PAPR Credentials is the name of a not yet published credential scheme that pro-
vides conditional privacy for its users [1]. This means that an administrator can
choose to revoke a user’s anonymity. Doing so, however, the administrator must
broadcast her intention, as the success of the privacy revocation depends on the
help of other users, since the administrator does not have access to sufficient in-
formation to do it alone.

In this thesis, we provide a PAPR Credentials implementation that we use
to examine system characteristics. We focus on how different system parameters
impact three properties: the computational load for an arbitrary user, revocation
delay, and when revocations begin to fail due to the number of previous revoca-
tions.

On top of PAPR, we construct an example application called PAPR Money,
in which the users can transfer bitcoin [2] to one another pseudonymously. In
case of suspected money laundering or terrorist financing, the underlying PAPR
Credentials scheme facilitates the ability to revoke anonymity.

We have also produced the first implementations of Schoenmakers’ Publicly
Verifiable Secret Sharing scheme (PVSS) [3] in Python that we are aware of.
Schoenmakers’ PVSS is a crucial component of PAPR Credentials.

Our results show how the computational load changes with different sets of
system parameters and how the system parameters are key to determining both
revocation delay and revocation failure.
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Popular Science Summary

How often do authorities misbehave? This is tricky to answer as most systems lack
transparency. Hence, as a user, you can neither know if the system is abused by its
users nor by its owners. As an end-user, you are, however, forced to take it or leave
it. The only incidents of misbehaviour we know of have required whistleblowers
with authority enough to see what is really going on, e.g. Edward Snowden.
Whistleblowers are few and far between, and one can only ponder what service
providers are up to. If the service provider does not publish the service’s source
code—how can the end-user trust the service provider? How can the end-user
trust that her data is not being sold, for instance?

One form of questionable conduct is the non-justified deanonymization of users
in systems that allow for conditional privacy. To exemplify such a case of mal-
practice in a practical setting, we imagine a conditionally anonymous digital cur-
rency platform, where the bank providing the service has the power to revoke its
customers’ privacy. They claim only to use this power when suspecting money
laundering or terrorist financing. One particularly problematic aspect of such a
closed system is that it has no built-in protection mechanism that stops the bank
from deanonymizing users arbitrarily.

PAPR Credentials [1] is an anonymous credential scheme with a twist, namely
that it prevents authorities from carrying out covert revocations. A user wanting
to obtain a valid anonymous login PAPR credential splits up its real identity into
n shares in such a way that less than some number of k shares reveals nothing
about the real identity. The user and authority then agree upon n randomly
selected users and, for each selected user, encrypt a share with the selected user’s
encryption key. Hence, the authority needs the help of other users to revoke a
user’s anonymity, which forces it to broadcast every revocation request, making it
impossible to revoke users under the radar.

PAPR Credentials has never been implemented. In this thesis, we implement
the scheme and examine its feasibility by measuring the duration of setup given
different parameters, how many users can be revoked before revocations no longer
are reliable, as well as how users’ usage patterns affect the time it takes until a
requested revocation completes. We also provide an example application of PAPR
Credentials called PAPR Money. PAPR Money is a digital currency platform much
like the one described above, within which trading of bitcoin [2] is facilitated, on
top of PAPR Credentials.
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Chapter ]_

Introduction

The term security refers to protection from outside forces. Confidentiality, in-
tegrity and availability are central aspects of a secure system when regarding data.
To increase security, a cryptographic system might, for instance, require the user
to identify herself with several metrics to robustly authenticate that the user is
whom she claims to be.

In the same context, privacy, on the other hand, regards how secret one’s data
is. If an external entity cannot deduce anything by looking at the data, then it is
private.

If a user is required to identify herself, privacy falters, as the system knows
who is responsible for all data.

Clearly, there is a trade-off between these two concepts, and real-world systems
are often required to find a suitable middle ground.

One example of where such a middle path needs to be achieved can be found in
cryptographic systems where authorities have the ability to revoke privacy [4, 5.
It might also be necessary for legal reasons. For example, if a user chooses to break
any of the agreed-upon rules, an authority might reveal the identity of said user
to the real-world authorities.

The problem with these applications is that there has been no way of knowing,
as a user, if one’s privacy has been breached. This creates a lack of trust in the
privacy revoking authorities. There is nothing technical that stops the privacy
revoking authority from misusing their abilities. Therefore, the authority could
recall the privacy of whomever they want, without the public or the users knowing.

A common strategy for coping with the above-mentioned problem is to enlist
a trusted third party (TTP) that acts as a supervisor of the authority. However,
even a TTP cannot be completely trusted as the TTP and the authority might be
colluding. The lacking trust is still present even if we have multiple TTP’s, since
those could still collude.

A potential solution to this lack of trust is to cryptographically force the
authorities to publicly announce every privacy revocation. Fortunately, a new yet

unpublished paper addresses this issue and presents a solution without using a
single TTP.



2 Introduction

1.1 PAPR Credentials

"PAPR Credentials - Conditional Privacy with Publicly Auditable Privacy Revo-
cation" [1], is the title of a paper introducing the notion of Publicly Auditable
Privacy Revocation. A credential scheme with this property must provide both
conditional privacy of its users as well as public verifiability of correct behaviour
of the privacy revocation authority. Two suggested constructions of a credential
scheme with this property are provided, a pseudonymous and an anonymous. The
former is the one covered in this thesis and will be briefly explained in the follow-
ing paragraphs. From now on, when writing PAPR, we mean the pseudonymous
credential scheme with the PAPR property presented in the paper [1].

A user of the pseudonymous version of PAPR will have a pseudonym, also
known as a credential, which they can use when authenticating to services that
use PAPR. This pseudonym proves to another user, or a third party, that she,
in fact, is a valid user, i.e., her credential corresponds to one of the enrolled real
identities, but it does not tell the other user who she is. If a user were to break any
law whilst authenticated with their pseudonymous credential, the issuing authority
could create a revocation request, where a select number of other users need to
participate in order for the revocation to complete. If enough users answer, the
identity is revealed (for the authority), and legal action can be taken. The system
users can see how many revocations have been made since the authority must
publish each credential that she revokes in order to receive answers.

PAPR is the first construction that is able to cryptographically force the au-
thority to publicly announce every privacy revocation, and it does so without any
trusted third parties.

The main idea behind PAPR is to not let the authority alone have access
to sufficient data for revocations. This will force the authority to ask for help
with privacy revocation requests, in effect forcing the authority to announce every
revocation request. The following describes how it is done.

When a user sets out to create a credential and get it acknowledged by the
authority, the user and the authority cooperatively select n random users. These
users are known as the user’s data custodians. The user’s real identity is then
chopped up into n shares, which are distributed to the custodians, each share
encrypted with a particular custodian’s public encryption key. The chopping up
of the real identity is carried out in such a way that with less than k shares, nothing
can be said of the real identity. This part of the scheme is called data distribution.

1.1.1 What are privacy revocations good for?

The privacy revocation is performed by an authority to look up a pseudonym of a
user and receive the user’s real identity. A privacy revocation can be carried out
if a user does not follow the rules or even breaks the law.

In PAPR, an authority needs to broadcast whom they wish to revoke the
privacy of, since it is the users that hold the decryption keys for other users’
encrypted identities. This makes sure an authority cannot misuse their ability to
revoke users’ privacy without it being known she does so.
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1.1.2 Use Cases
Digital Currency

When paying with cash, transactions are anonymous. Paper money cannot easily
be traced, nor is there anything linking the holder to her bills.

These days we are drifting further and further from anonymity as people use
card payments to an increasing extent. Why is this? The answer is probably
simple; card payments offer more convenience.

How can we marry the anonymity of cash with digital currency convenience?
This is not a new question, and solutions have been suggested since the 1980s [6].

Bitcoin [2] is a contemporary solution. It does not link one’s identity with the
payment, thus allowing for transactions to be made pseudonymously, although
the transactions themselves can be linked in most cases. Authorities, worried that
cryptocurrencies could be used for money laundering, have required exchanges
to demand user information, effectively rendering Bitcoin’s pseudonymity useless.
Other more sophisticated solutions exist. Monero [7] is one such example. This
cryptocurrency is completely anonymous. However, that makes the authorities
even more concerned about the risk for money laundering and terror financing. In
the EU, several requirements must be met before being allowed to issue any form
of anonymous payment alternative [8].

Since PAPR allows for users to remain pseudonymous, it can be used for cash-
like payments. With some added information on each customer, PAPR could meet
the EU requirements since PAPR is conditionally private and the authority can
always, with the help of other users, revoke a user’s privacy if there is a suspicion
of illegal activities.

Vehicular Ad-Hock Networks

Another use case for PAPR can be found in Vehicular Ad-Hock Networks
(VANETS), where cars communicate with each other (and maybe also with infras-
tructure). In these systems, enrolled vehicles can broadcast their authenticated
positions to nearby vehicles. The regulating authorities have specific requirements
for such networks. Among these are that the networks require privacy, user ac-
countability and pseudonymity [1].

Currently proposed VANET systems introduce two authorities that need to
cooperate to revoke a vehicle’s identity. These two authorities have no public
accountability, meaning they are not forced to reveal which revocations they have
made. Such a system also requires trust in these two authorities [1].

A solution involving PAPR requires no trust in authorities, as the authority
in a PAPR-based system is forced to be transparent.

1.2 Problem Statement

One concern with PAPR is that it has never been implemented. This thesis reme-
dies that concern by implementing a PAPR Credentials scheme. The implemen-
tation is then used to run simulations. With these simulations, we aim to answer
a few questions:
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1.2.1 Research Questions

The following research questions have guided this thesis work. How user patterns,
threshold number and committee size affect PAPR in terms of

e user computational load - The issuance of credentials can be particularly
taxing for certain parameters. We want to measure how long the duration
of the credential issuance procedure is, for a user, for different values of
committee size and threshold number.

e how many revocations are possible - In a PAPR Credentials system, where
several revocations already have been carried out, there might be a point
where future revocations become unsuccessful. This is due to the fact that
previously revoked users also act as custodians for other users. Once a user
is revoked, she has no incentive for helping out with future revocations. If
too many custodians of a specific user already have been revoked, that user
is effectively unrevokable. Is this a problem in practice, and how do we set
the parameters so that the risk of this happening is negligible?

e delay of revocations - Once a revocation request is published, its subsequent
success relies on the help of the custodians actually logging in and helping
out. How long time does it take from the revocation request being pub-
lished until enough custodians have submitted their decrypted shares and
the revocation can complete?

These research questions are specifically addressed and answered in Chapter 5.

1.3 Contributions

This thesis mainly contributes the following:

o An implementation of PAPR: We provide the first-ever implementation of
PAPR Credentials. Doing so includes implementing the two main sub-
components: Shoenmakers’ publicly verifiable secret sharing scheme (PVSS)
[3] and the keyed-verification anonymous credentials scheme, by Chase,
Meiklejohn and Zaverucha, that we refer to as CMZ [9].

e A Schoenmakers’ PVSS implementation in Python: As far as we are aware,
this has not been done before. There exists an implementation in Go [10].

e A proof of concept of a pseudonymous bitcoin trading application on top
of PAPR: We present a proof-of-concept application of PAPR in the form
of an application called PAPR Money, capable of sending bitcoin within a
network of PAPR users.

o A practical analysis of PAPR: We provide a practical analysis of PAPR in
terms of the research questions outlined above.
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1.4 OQutline

Chapter 2 provides the background knowledge needed to understand PAPR Cre-
dentials and the thesis in general. Chapter 3 provides a more detailed explanation
of PAPR Credentials, its parts and how each part works.

Chapter 4 explains our implementation of PAPR Credentials, PAPR Money
and our simulations on our PAPR Credentials implementation. In Chapter 5 we
analyse the results of our simulations on the basis of our questions mentioned
above. Lastly, in Chapter 6 we wrap up the thesis, conclude it and discuss open
questions left to explore.
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Chapter 2

Theoretical Background

To understand this thesis in general, and PAPR Credentials in particular, we need
to introduce a couple of topics. ElGamal encryption, the Elliptic Curve Digi-
tal Signature Algorithm (ECDSA), Schnorr’s Zero-knowledge proof, Shoenmak-
ers’ Publicly Verifiable Secret Sharing scheme (PVSS), an anonymous credential
scheme, the Pedersen commitment scheme and two electronic payment systems.

The anonymous credential scheme provides the functionality that allows users
to enroll themselves in a PAPR Credentials system. A user enrolls by submitting
her real identity. She is then given an anonymous token, which proves that she is
one of the enrolled users, but not which one. Throughout the anonymous credential
scheme’s procedures, ElGamal encryption and Pedersen commitments both play
an essential part, and so does Schnorr’s zero-knowledge proof.

Shoenmakers’ PVSS is yet another key component of PAPR Credentials. It
is this component that strips the authority of the possibility of revoking users’
privacy by herself.

PAPR Credentials rely on digital signatures for its authentication procedure;
thus, we provide an overview of the Elliptic Curve Digital Signature Algorithm.

As our PAPR Money application deals with real value transactions, we deemed
it important to verify the plausibility of such a system, with regards to the law.
Hence a primer on the EU laws regarding money laundering is provided. We also
contribute a short history lesson on electronic payment systems.

Below we will make use of the notation z < S , where S is a set. If we assume
S ={1,2,...,10}, then we say that x is randomly assigned a value from 1 to 10.

2.1 ElGamal Encryption

ElGamal is an asymmetric encryption scheme with several similarities to the Diffie-
Hellman key distribution scheme. The security of ElGamal is based on the Diffie-
Hellman problem and the intractability of the discrete logarithm problem. ElGa-
mal involves three steps, namely key generation, encryption and decryption. The
three steps are explained below.
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2.1.1 Key Generation

Alice wants Bob to send her an encrypted message, and so she generates a key
and sends it to Bob according to the following steps.

1. Generate a description of a cyclic group G of prime order ¢ and find a
generator g.

2. 28 {1, ¢ 1}
3. compute h = ¢* (mod q)

Alice’s public key is (G, g, g, h). She sends her public key to Bob. Alice’s private
key is x, which she keeps secret.

2.1.2  Encryption

Bob receives Alice public key (G, ¢, g, h) and encrypts his message m as follows.
1. compute s = hY (mod ¢) = ¢*¥ (mod q)
2. compute ¢; = g¥ (mod q)
3. compute c; =m - s (mod ¢) =m - ¢g*¥ (mod q)
Bob now sends Alice the encrypted message (c¢1,c¢2). It should be noted that, if
an enemy, Eve, somehow were to compromise the plaintext message, m, and the
ciphertext, (c1,c2), then she could easily determine the shared key s = ¢*¥, since

co -m~! = 5. To remedy this, a new y is chosen for each new message, and hence
forward secrecy is achieved.

2.1.3 Decryption
1. compute s = ¢f (mod ¢) = ¢*¥ (mod q)
2. compute s~ (mod q)

3. compute m = ¢z - s~ (mod q)

2.2 ECDSA and Digital Signatures

By signing a message, m, be it a file or simply a number, Alice uses her private key
da along with a signing algorithm. Anyone can then use the signature to verify
that Alice sent the message m, and that it has not been tampered with, given that
they know Alice public key, Q4.

The Elliptic Curve Digital Signature Algorithm is a signing algorithm based
on the Digital Signature Algorithm (DSA), that, instead of using modular expo-
nentiation, uses elliptic curve cryptography. As with most algorithms working
with elliptic curves, the key size is smaller than a DSA key for the same level of
security [11].

ECDSA has two functions:

o sign(curve, dy, message) — signature

o verify(curve, signature, @4, message) — bool
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2.2.1 Sign

Consider the method

sign(curve, da, message) — signature,
where the curve parameter is a description of a specific elliptic curve that includes
a generator g, and the integer order of g, n. Let H be a cryptographic hash
function.

1. e = H(message)

2. k<& {1n—1}

3. (x1,y1) =k xg

4. r =x1 mod n (if » = 0 then go back to step 2)

5. s =k Ye+rda) modn (if s =0 then go back to step 2)
6

. return the signature (r, s)

2.2.2 Verify

Consider the method

verify(curve, signature, Q 4, message) — bool,
where the curve parameter is a description of a specific elliptic curve that includes
a generator g, and the integer order of g, n. Let H be a cryptographic hash
function, and Q4 be the public counterpart of the private key used to create the
signature.

1. e = H(message)

1

. up =es  modn

L modn

2

3. Uy =rs”

4. (x1,y1) =ur x g+uz X Qa
5

. The signature is valid if r is equal to 1 and if so the algorithm returns true,
otherwise false

Explanation:
(r1,y1) =es P xg+rs tdaxg=(es P +rstdy) xg=(e+rda)s ' xg

(e+rda)s t xg=(e+rda)led+rds) (k) t=kxyg

2.3 Schnorr’'s Zero-Knowledge Proof

In his paper from 1990 [12], C.P. Schnorr presents both an identification scheme
and a signature scheme for smart cards. The protocol is built upon Chaum, Evertse
and Graaf’s protocol [13]. This protocol features a type of zero-knowledge proof
(ZKP) that is utilised in PAPR.

The protocol consists of an identity (I, v) signed by a key authentication
centre (KAC), where I is an identification string, and v is a public key of a user.
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Computing v is done from the users private key s such that v = a~°, where a is a

publicly known generator of the group Z,, and p is a publicly known prime. The
last piece of the puzzle is the publicly available prime ¢, which is chosen so that
qlp— 1.

To become registered in the system, a user must first go to a KAC, bringing
her public key v. The KAC will generate an identity string I (containing name,
address, ID-number etc.). The KAC then proceeds by digitally signing the tuple
(I,v). The part of the protocol which is relevant to PAPR, however, is the one
associated with authentication, namely the identification scheme. It works as
follows.

2.3.1 Identification Scheme

When proving her identity, Peggy will convince Victor that she knows the discrete
logarithm with base a of v=1, i.e. —log, v = s. In other words, the prover, Peggy,
will prove that she knows the private key associated with her public key.

Peggy begins by sending her identity (I,v) with the KAC signature to Victor.

She then picks a random number r & {0,...,q — 1}, computes the commitment
C = " (mod p) and sends C to Victor. Victor responds with random number

ed {0,...,2" — 1} to Peggy (where t determines the t-bit-security of the scheme).
Peggy sends y = r + s - e (mod ¢). This looks like a random value to Victor but
when used as an exponent for «, it can aid Peggy in proving her identity, as you
will see in the next step.

To verify the identity, Victor checks that C' = (a¥ - v¢) (mod p). If this is
true then Peggy must know s such that v = a~°, hence the prover must have
access to Peggy’s private key. This works as a¥ - v (mod p) = o - a*¢ - o~ *%¢
(mod p) = a" (mod p). This method of authentication allows Peggy to prove
that she is in possession of her private key, without revealing it to Victor. Such
proofs are generally called zero-knowledge proofs.

2.4 Schoenmakers' Publicly Verifiable Secret Sharing scheme

A secret sharing scheme is an important cryptographic primitive that can be used
when a dealer wants a secret split up and distributed among a set of n participants,
in such a way that no group less than k of those participants, can reconstruct the
distributed secret. In the most simple secret sharing schemes, there are no ways
to verify that

(i) the dealer is handing out valid shares, or
(ii) that the participants are returning valid shares in the reconstruction process.

Hence, the notion of werifiable secret sharing (VSS) was introduced. In VSS
schemes, the above two problems are taken care of in the sense that the par-
ticipants can verify their own shares. Publicly verifiable secret sharing (PVSS)
is a secret sharing scheme that allows anyone to verify that shares are generated
correctly.
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In the PVSS scheme proposed by Shoenmakers [3], no private communication
channels can be used to distribute the shares, as everything needs to be publicly
verifiable. Therefore, all communication takes place over a public channel. This
makes it possible for everyone to verify that both the dealer and all participants
behave correctly.

Shoenmakers’ PVSS scheme is used to share a secret with n participants, in
such a way that a subset of at least k of the n participants can cooperate to retrieve
the secret (a (k,n)-threshold scheme), but any group with less than k participants
receives no information about the secret. The scheme also provides proof that all
shares of a secret are valid and that they are, in fact, shares of the same secret,
in such a way that anyone can verify the proof. The scheme is also enabling the
shareholders to prove that, at the reconstruction process, they are providing a
valid share. In the paper, Shoenmakers also presents an electronic voting scheme
based on this publicly verifiable secret sharing scheme, which we will not use in
this paper.

2.4.1 PVSS in Practice

The dealer picks a random polynomial p(x), where o is in Z, and j <t —1. The
secret which is to be distributed is «ap.
t—1
plx) = Z ;) =g + ozt +anr® + .+ apqatT?
j=0
All C; are commitments.
Cj=g" Vied<j<t
Encrypting p(i) we get the encrypted shares Y;:
Y, =" viel<i<n
The dealer wants to prove that the commitments, C;, and the encrypted shares,
Y;, were constructed from the same secret. The dealer will therefore use a zero-
knowledge proof that we call DLEQ, which we explain in Section 2.4.2. To show

that the commitments and shares are constructed from the same secret, a helper
variable, X;, is constructed as follows:

t—1
;7
xi=]]c¢;
J
=0
Now we can rewrite is as:
k—1 y
X, — Cij _ Cio Cil Ci2 013 Ci4 C’L _ a(; ai [e%3 a:; al;—l _
i = ] — j. j ] j. ]' i _g g g .g .....g g
=0

. .2 .3 k—1 . . - e .
aptaitay fay +..4og aotiar+ilas+ilast...+i" tag_1 — gp(l)

=g =9

By using DLEQ(g, X;,v:,Y;), the dealer generates a zero-knowledge proof

showing that the exponent «; in Y; = ;" is the same as the exponent «; of
X; = g for all ¢ and thus that the encrypted shares are consistent.
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2.4.2 Proof of Equal Exponents

Chaum and Pedersen [14] present a protocol that shows how to prove, in zero-
knowledge, that two bases, a; and as, share the same exponent, w. We call the
protocol DLEQ), as that is what it is referred to in Shoenmakers’ PVSS [3]. The
protocol DLEQ takes the parameters g1, h1, go and hy. We want to show that we
know an « such that h; = ¢{ and hy = ¢5. This interactive procedure is carried
out in the following way.

1. Prover: Let a1 = ¢’ and as = g5, w & ZLg

2. Verifier: Take ¢ & Zg
3. Prover: r = w — ac (mod q)
4. Verifier: Verify that a; = g7 - h{ and that as = g5 - h§

In Shoenmakers” PVSS, a non-interactive version of DLEQ is used. Instead
of choosing ¢ randomly, two non-interactive methods for choosing ¢ are used. The
methods are presented below.

The first method is used when the dealer wants to show that her dis-
tributed shares are consistent with her commitments. The dealer repeatedly calls
DLEQ(g, X;,yi,Y:), for each 0 < i < n. In this method, the same ¢ is used for all
i. As ¢ we use a hash of all X;, Y;, ay; and as;.

The second method is used when a participant wants to prove that she has
correctly decrypted a share. Then DLEQ(G,y;, S;,Y;) is called. In that method ¢
is the hash of y;, Y;, a1 and as, for that participant’s index, 1.

2.5 Anonymous Credentials

The building block in PAPR that allows for anonymous credentials is a scheme
due to Chase, Meiklejohn and Zaverucha, which we refer to as CMZ [9].

In their paper, the authors present a new type of message authentication code
(MAC), called an algebraic MAC. This type of MAC is based on algebraic group
operations (such as modular exponentiation), instead of the more conventional
block cipher. They introduce this type of MAC as it integrates seamlessly with
cryptographic primitives such as zero-knowledge proofs, since such proofs are often
also based on group operations.

Following the introduction of the algebraic MAC, the authors show how it can
be used to generate keyed-verification anonymous credentials. In PAPR, only one
key is used for verification, although CMZ can be extended to use multiple keys.

CMZ requires that the credential issuer trusts the credential verifier to the
degree where they can exchange a secret key. In PAPR, the verifier and the issuer
are the same entity; hence this is not an issue.

The two most interesting procedures of the anonymous credential protocol are
arguably the credential issuance and credential verification procedures. These also
happen to be vital to PAPR and are therefore described in some detail below.
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2.5.1 Credential Issuance

A credential certifies that the owner has access to some set of attributes. An
attribute can, e.g., be a name or an age. In the paper by Chase, Meiklejohn and
Zaverucha [9], two types of credential issuance methods are presented.

The first type of credential issuance requires sharing the underlying attributes
with an issuer. As described in the paper, the issuer calculates the algebraic MAC
using the attributes and the issuer’s secret key as input. The MAC can then be
used as a credential.

The second type of issuance allows the user to keep secret some, or all, of the
attributes. This second type is made possible by the homomorphic properties of
ElGamal. Firstly a user generates an ElGamal keypair (d,7y := g¢), which she then
uses to encrypt every attribute m; as (9"",g™iv"). These are sent to the verifier
along with a proof of knowledge of r; and m;. It is now time for the homomorphic
encryption magic.

Without the need or ability to decrypt the ciphertext, the issuer modifies the
ciphertext in such a way that the underlying plaintext is altered in a meaningful
way. In essence, what previously was a set of ciphertexts of ¢, has now become
one ciphertext of u/ = g0 [T} (g™)*** where b is randomly chosen from F,, by
the issuer, and the x;’s are part of the issuer’s secret key. The ciphertext is then
further altered by multiplication with an encryption of 0 before being sent back
to the user, along with u = ¢” and zero-knowledge proofs that the credential has
been generated correctly, using the actual secret keys.

The user can now verify the proofs. If they add up, according to publicly
available commits of the issuer’s secret keys, she can decrypt the ciphertext and
obtain her credential (u,u’). This credential can then be used as a pseudonym.

2.5.2 Credential Verification

Now that the user has a credential, (u,u’), she can use this as proof that she is
in possession of one of the registered keypairs. She will use this to authenticate
herself anonymously. The authentication procedure focuses mainly on verifying
that the user’s credential certifies attributes that match the attributes in a set of
Pedersen commitments published by the user. If they do, the user is authorised
as "someone with access to some registered keypair".

2.6 Pedersen Commitment Scheme

The Pedersen commitment scheme is a commitment scheme that is computation-
ally binding and information-theoretically concealing. The committer wants to
commit x. The committer calculates B,(z) = h* - g%, where h and g are verifiably
random, and a is a blinding value that makes sure that the commitment remains
concealed even to an adversary with unlimited computing ability [11].

One way to generate g (a similar method can be used to generate h) is to do
as follows [11]:

Let H be a cryptographic hash function.
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1. r«<7%Z

2. f« H(r) ey

3. g+ f®P=D/4 (mod q)
Repeat until g # 1, return (r, g)

2.7 Electronic Payment Systems

The following sections explain previous versions of electronic payment systems,
how they work, and their drawbacks.

2.7.1 E-Cash

Digital payments are often inherently nonprivate, since a third party (for example,
a bank) usually handles the transactions and have full visibility in who pays whom.
Chaum [6] proposed an electronic cash scheme in which the third party cannot
determine the payee, time or amount of payments made by an individual.

First, Alice deposits money at the bank and asks for e-cash. She receives e-cash
that she can give to Bob, which he later can cash in. For this to work, multiple
problems have to be solved. How can Bob know that the e-cash he receives is issued
by the bank? How can Bob know that the e-cash he receives has not already been
spent? How can we make sure that the bank cannot trace who paid whom upon
receiving the e-cash?

Chaum solved all of these problems by letting Alice create the e-cash by gen-
erating a random number, "blinding" the number and sending the blinded value
to the bank. The bank uses a blind signature to sign the e-cash and sends it back
to Alice. Alice can now remove the blinding factor of the bank’s answer in such
a way that the signature is now valid for the underlying random number. This
signature is her banknote. She sends her note to Bob. When Bob receives it, he
can verify the bank’s signature and trust that the banknote is valid. When Bob
then exchanges the note at the bank, the bank knows that it is valid since it has
its signature on it, and they have not received it earlier. Since the bank signed the
blinded value earlier, they have not seen the unblinded value before, and can not
connect it back to Alice. One problem remains, however. Nothing hinders Alice
from spending the same coin multiple times (double-spending) before those who
received it cash it in. Thus for this scheme to work, Bob must talk to the bank as
soon as he receives the note to verify that it has not yet been double-spent, before
carrying out his transaction with Alice.

Camenish et al. [15] presented a paper that solved the above problem where
the receiver, Bob, had to contact the bank, directly after being paid by Alice, to
ensure that Alice had not spent the money beforehand. The paper describes a
scheme in which Bob can contact the bank at any point in the future to cash in
the coins. If the coins are valid, i.e. not yet cashed in, all is good. If they turn out
invalid, Alice can be identified, and all transactions she has done with the current
wallet will be linked. As long as Alice does not double spend, she will, however,
remain unidentified.
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2.7.2 Bitcoin

E-cash relies on a third party (for example, a bank) that has to be trusted to, for
example, not issue more e-cash than have been deposited with them. E-cash also
relies on the third party to hinder or at least detect double-spending. This is one
of the problems that Satoshi Nakamoto solved when he invented Bitcoin [2].

Instead of relying on a single trusted third party, each participant relies on
the assumption that honest third parties control more computing power than any
single group of dishonest third parties. In e-cash schemes, a trusted third party
determines who got paid first and decline subsequent usage of that note. In Bitcoin,
all transactions are broadcasted to the network and logged in a distributed ledger
containing all transactions in the order they were made, allowing anyone to verify
that no bitcoins are double-spent. In short, the Bitcoin network works by having
all new transactions sent to all nodes on the network. Some of these nodes are
called miners. These collect transactions and bundle them together in blocks which
they aim to get accepted into the above mentioned public ledger. This ledger is,
in fact, a chain of such blocks. For a miner to get her block accepted and put on
the blockchain, she has to find a solution to a computationally heavy task, known
as a proof-of-work, before any other miner does. If some other miner beats her to
it, then that other miner’s block will be published, and she has to begin all over
again, since the task changes when a new block is added.

Forks

Let’s say the two miners, Michael and Millie, manage to find a solution each at
roughly the same time. If 50% of the network receive Michael’s block first and
the other half gets Millie’s first. Then there will exist a temporary "fork" in the
blockchain. Miners continue work on the block they received first. If miners later
receive a block that is a continuation of the block they previously disregarded,
then they switch to work on the longer blockchain, as the longest blockchain is
considered to be the valid one [2].

What happens if a group of dishonest third parties controls more than 50% of
the computing power?

Majority Attack

Let’s for a minute assume that our miner, Eve, is evil. Let’s also assume that Eve
just bought a tulip in exchange for bitcoin. Since she is evil, she will attempt to
fool the tulip vendor. For this to work, Eve must have access to more than 50% of
the computing power of all the miners, so let us assume that she does. While her
tulip transaction goes into another miner’s block, she secretly begins mining blocks
that do not contain this transaction. Normally, as the tulip vendor, you prefer to
wait until the block containing the tulip transaction has a certain number of blocks
succeeding it to avoid the problem illustrated with the help of Michael and Millie.
Eve is aware of this and secretly starts building her own continuation of blocks.
Since she has more computing power than the rest of the network together, her
chain will increase in length faster than the one created by everyone else. When
the vendor is happy with the number of succeeding coins, she gives Eve her tulip,
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and she proceeds to publish her fork, which the network then will consider valid,
as it is longer, in effect removing her payment from the blockchain. Eve has now
gotten a tulip for free.

2.8 Anti-Money Laundering Laws in the EU

In 1991, the first anti-money laundering directive (AMLD) was passed. Since then,
a few more AMLDs have followed. As of today, in 2021, the first AMLD has been
joined by five later ones [16].

The directives have introduced a multitude of new laws. Amongst other things,
they have introduced the obligation for the EU member states to create a cen-
tralised register of so-called "Ultimate Beneficial Owners" (UBOs), containing
detailed information on the legal entities registered in EU member states bundled
with information on the entity’s owner. More importantly for this thesis, however,
are two other concepts related to countering terrorism financing and anti-money
laundering in general that will each be given their own section below.

2.8.1 Customer Due Diligence

In the context of finance, "due diligence" is the process of examining the financial
records of a potential business partner. To prevent money laundering, the EU has
placed a heavy emphasis on customer due diligence.

Let us imagine that we, at our disposal, have a banker, Bob, a customer, Carol,
and a company Acme. Let’s assume Carol, for the first time, wants to initiate a
trade with Acme, with the help of Bob. Bob is then forced to apply customer
due diligence measures. Through these measures, Bob must obtain knowledge of
Carol’s identity, the UBO of Acme, the purpose of the transaction, amongst other
things.

The EU member states prohibit their financial institutions from keeping anony-
mous accounts [8]. Any already existing anonymous accounts must be subject to
customer due diligence procedures.

2.8.2 Suspicious Transaction Reporting

There are multiple requirements when it comes to reporting suspicious transac-
tions, presented in the AMLDs, most of which can be found in AMLD IV [g].
Some of the requirements follow below.

Each EU member state must have a Financial Intelligence Unit (FIU) that
shall prevent and detect money laundering and terrorist financing.

The FIU shall be able to suspend or withhold a pending transaction in order
to analyse it and communicate the result to relevant authorities, if the transaction
is suspected to be related to money laundering or terrorist financing.

All EU member states must collect and analyse links about suspicious trans-
actions and criminal activity. All suspicious transactions should be reported, re-
gardless of the amount of the transaction.

There is an exception that allows suspicious transactions to take place if stop-
ping them would make it harder to pursue the suspected money laundering or
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terrorist financing operation. Although, if by UN resolution, the funds of terror-
ists or a terrorist organisation have been requested to be "frozen without delay",
that overrides the exception, and the transactions should therefore be stopped
even if it makes it harder to pursue the terrorists.
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Chapter 3

Publicly Auditable Privacy Revocation

"PAPR Credentials - Conditional Privacy with Publicly Auditable Privacy Revo-
cation" is the title of a paper introducing the notion of Publicly Auditable Privacy
Revocation (PAPR). A credential scheme with this property must provide both
conditional privacy of its users and public verifiability of correct behaviour of a
privacy revocation authority. Two suggested constructions of a credential scheme
with this property are provided in the paper, one pseudonymous and one anony-
mous. The former is covered in this thesis and will be explained in the following
paragraphs, wherein we will refer to the scheme simply as PAPR.

3.1 Introduction

Before we delve into the specific procedures of the scheme, we will provide an
intuitive overview.

In some cases, one may want users of a system to each have some pseudonym
concealing their real identity, but still retain the ability to deanonymize them if
they break any laws. For such a system to work, someone would have to know
which pseudonym represents which real identity. If the service owner knows this,
then it could be argued that each pseudonym is worthless. To solve the problem
of who should host the pseudonym-to-identity-lookup table, one could use trusted
third parties (TTPs). In a system with a TTP, the user and the service owner
agree on a third party, which both trust, to hold the link between the pseudonym
and the real identity. The trusted third party would then be trusted to only release
this information upon a valid request (for example, proof of illegal activities).

Introducing a TTP might at first glance seem like a solution to the hosting
issue, but instead of trusting the service owner, the user must now trust the TTP.
The user must trust the TTP not to release the information without a valid reason,
but also trust that they will protect the user’s data from a data breach.

PAPR was designed to address the issue of needing trusted third parties
(TTPs) in conditionally private cryptographic schemes.

Before PAPR, a system providing public accountability of its revocation au-
thority had to rely on at least one TTP. This TTP would have insight into the
authority’s revocations to ensure that no unmotivated revocations take place. Con-
trary to what the name suggests, however, a TTP does not possess any inherent
trust, as it is run by humans. Humans, as we all know, have self-interests and can
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be persuaded. By instead ensuring trust through the use of cryptography, TTPs
can be eradicated.

PAPR solves the problem of accountability of privacy revocation authorities,
and does so by not giving the authority the means to carry out privacy revocations
alone. Instead, the authority has to ask other users for help, as each user has
distributed shares, or escrow shares, as they are sometimes called, of its revocation-
essential identity to a set of users called custodians, rather than directly to the
authority itself. These shares need to be decrypted by the custodians, and handed
over to the authority, for the authority to restore the real identity.

Each user’s custodian set is randomly determined by the user, in cooperation
with the authority.

All of the above might seem confusing at first, but rest assured that we cover
it all in greater detail below.

3.2 Entities

PAPR consists of two entities: the issuer and the user.

The issuer, I, corresponds to what has previously been referred to as the
authority. This is some type of administrator responsible for the system and
capable of issuing privacy revocations.

Every actor using the system is an instance of a user, U. These are the ones
potentially exposed to privacy revocations. We denote a user’s real identity (for
example a name or a social security number) as ID. Further, we denote the
user’s public identity key pair as (PriwID, PubID), and its credential key pair as
(PrivCred, PubCred), where PrivCred = (x.,zs), and PubCred = (y.,ys). The
two parts of PubCred, namely y. and y, are the user’s public encryption key, and
public signing key, respectively.

3.3 The Lists

For the issuer to be able to ask for help regarding privacy revocations, the issuer
needs a public data structure that can be monitored by each and every one of the
users. For that reason, PAPR makes use of four lists. These are not ordinary lists,
as they are required to be tamper-proof, i.e., what is on the lists should not be able
to be taken off them. If they are not tamper-proof, then the accountability of the
revocation authority would not hold. One way to make them append-only is by
use of a blockchain. If I publishes the hash hash(hash(newEntry)|previousHash)
for each list to a blockchain at regular intervals, then every user can check the
validity of these themselves by hashing the lists and comparing the results.
The lists that PAPR makes use of are:

o L.ys (sys. params.): Houses all of the system parameters, which are writ-
ten to the list during the setup procedure. More specifically, it holds two
elements, namely, The Common Reference String, CR.S, and the public keys
of the issuer Pk;. The CRS contains all parameters needed for a user to set
up an instance of the system on its own.
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L, (users): In the final step of the enrollment procedure, if all has gone well,
the issuer publishes a tuple of the user’s PubID and ID.

L. (credentials): Analogously to L,,, this list contains every user’s PubCred,
if they have been issued one.

Lyey (revocations): Lists all the published revocation requests. Each en-
try contains the following. The PubCred of the user whose anonymity is
requested to be revoked, the escrow shares, S., and the set of the user’s
custodians’ public credentials (encryption keys), D.

| System parameters list (Lsys)

( Users list (L) | | Credentials list (L;) | ( Revocations st (Lie,) |

Pki

CRS

ID4, PubID; PubCred; PubCred;, Se i, Di
D2, PublDy PubCred, PubCred;, Se j, D;

3.4

T T T T

Setup Enroll Credential issuance Revocation

Figure 3.1: The four lists that are required in a PAPR Credential
scheme.

Procedures

PAPR can be divided into five parts, Setup, Enrollment, Credential Issuance, Au-
thentication and Privacy Revocation. A short description of each follows.

Setup: The issuer executes this procedure to generate all the necessary
system parameters. Amongst other things, the elliptic curve group is deter-
mined, which generators to use, and so on.

Enrollment: A soon-to-be user of the system generates its public identity
key pair, PrivID and PubID, and discloses its real identity, ID, along with
the PubID to the issuer. If the user is not already enrolled, the issuer returns
a token to the user. This token, T'(ID), cannot be linked to the user’s PublD
or ID. The possession of it only verifies that the holder is some enrolled
user.

Credential Issuance: A user that has been enrolled uses its token to get a
valid pseudonymous credential.

Authentication: A user can sign a message, sent from the issuer, with its
private signing key (part of the PrivCred) when authenticating. The sig-
nature is then sent to I, which verifies it with the help of the user’s public
signing key that is part of PubCred.

Privacy Revocation: If a user misbehaves, the authority can publish a pri-
vacy revocation request, to revoke the user’s privacy. Such a request consists
of an entry in L,.,. Each entry in L,., is on the form (PubCred,S., D),
where S, are the escrow shares, and D is the set of data custodians’ public
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encryption keys, y.. All users that find their own y,. as an element in D are
expected to answer, as they are custodians for a credential that has been re-
quested to be revoked. Once a certain number of custodians have answered,
the authority can recreate the PubID of the misbehaving user.

3.4.1 Setup

Setup is run to determine the parameters of the system. This includes choosing
a large prime p to determine the group G and which generators, gg, g1 to use.
Apart from that, the procedure is also responsible for generating the issuer’s keys,
along with a set of issuer parameters. The procedure takes two values, k and n, as
input. These relate to Schoenmakers’ PVSS scheme [3], which is explained below,
in Section 3.4.3.

3.4.2 Enrollment

A user, U, can initiate an enrollment request and does so by generating its public
identity key pair, (PrivID, PubID). She then proceeds by sending the ID and
PubID to the issuer, I, after which U and [ initiate the CMZ issuance procedure
(as described in Section 2.5.1), with PrivID as the user’s secret attribute. If I
accepts the zero-knowledge proofs involved in the CMZ issuance procedure, then
I goes on to construct a multiuse CMZ credential token 7'(ID). In short, the
construction of the T'(ID) begins when U initiates the CMZ issuance by encrypting
its PrivID with ElGamal. This encrypted value is then modified homomorphically
by I and sent back to the user. So to extract the T(ID), U decrypts the value.
Hence the T'(ID) is unknown to I. The issuer then signs PubID to o;(PubID) and
sends that to U, before finally publishing the tuple (ID, PubID) on the list L,.

3.4.3 Credential Issuance

Using T'(ID), which U received during the enrollment procedure, U can request a
signature on a PAPR credential, i.e. a PubCred. This will be the user’s pseudony-
mous credential with which U later can authenticate herself.

Credential issuance consists of four steps: Anonymous Authentication, Data
Distribution, Equal Identity Proof, and Credential Signing.

Anonymous Authentication

A user uses T(ID) to get authenticated as a holder of a registered PubID. She
does this by running Show and Show Verify, defined in the underlying CMZ scheme,
which, amongst other things, proves, in zero-knowledge, her possession of PriviD.

Data Distribution

Once U is authenticated as an enrolled user, she then has to select a random set
of users which we will subsequently refer to as her data custodians. A user and
the issuer select the custodians cooperatively by committing to a value each, and
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then using those values as input to a pseudorandom function. The output of that
function is then used to determine the set of custodians D.

Having agreed upon which custodian set to proceed with, U then splits her
PubID into n shares, where n is equal to the cardinality of the set of custodians.
For this step, PAPR makes use of Schoenmakers’ PVSS scheme [3], as described
in Section 2.4. To split her identity, U executes the PVSS method distribution of
the shares. This method will return the escrow shares S.. These are the shares
that have been encrypted using the custodians’ keys.

Equal Identity Proof

So far, I has not been given any proof that it was in fact PubID that was distributed
during Data Distribution. To remedy this, U makes use of a zero-knowledge proof
scheme invented by Chaum [13], essentially proving that the secret that U proved
possession of during Anonymous Authentication, i.e., PrivID, is the same value as
the one that was distributed in Data Distribution. This is true, since it is actually
PubID = g} that is distributed, where PrivID = .

Credential Signing

Lastly, if all of the above subprocedures were executed correctly according to both
sides, it is time for I to sign the user’s PAPR credential. A PAPR credential
consists simply of two public keys.

A user, U, generates her PrivCred = (x.,xs), where z, T4 & Zy are the pri-
vate encryption key and the private signing key, respectively. With her PrivCred,
U forms PubCred = (ye,ys) where y. = g;°,ys = ¢g;°- The public encryption
key, ye, is used for encrypting identity shares by users that has U as one of their
custodians. The private signing key, ys, is used during authentication.

For each PAPR credential issued, I stores the corresponding sets of escrow
shares and public encryption keys of its data custodians.

3.4.4 Authentication

A user of PAPR can use the Show Credential procedure to show that she is a valid
user of the system. The entity that she authenticates to can therefore trust that
the user’s privacy is revocable. Let us assume that U wants to authenticate herself
to I. The procedure begins by I sending a message, m, to be signed by the user’s
private signing key, 5. Upon receiving the signature from U, I verifies it by using
ys. If it is valid, U is authenticated. More on digital signatures can be found in
Section 2.2.

3.4.5 Revocation

The authority can request the privacy of a credential holder to be revoked. The
data custodians of the user being revoked are now obliged to answer. If at least k
out of n custodians answer, the authority is able to restore PubID from the shares,
since a threshold scheme is used. During enrollment, a link is made between the
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user’s PubID and its real-world identity, ID. Hence, this procedure restores the
real identity of the user.

If the authority misbehaves, for example, if she revokes an unreasonably large
amount of users, the custodians of those users may refuse to answer.

If an authority revokes a very large number of users, she will, with increasing
likelihood, already have revoked the custodians of the user that she is currently
revoking, thus rendering the revocation impossible. This is an issue that can arise
sooner or later, depending on the choice of system parameters. We will explore
this in Section 5.2.



Chapter 4

Implementation

During our time working on this thesis, we have implemented PAPR and PAPR
Money in Python. We have also implemented PVSS [3] and CMZ, 9] upon which
PAPR depends. Our code has been tested on and works on Arch Linux and
Ubuntu 20.04 (both natively and inside Windows Subsystem for Linux version 1
17]).

4.1 Dependencies

Petlib [18] provides the elliptic curve cryptography operations and the big number
arithmetic in general. The latest version is officially tested on Python 3.6 and
2.7 (18], although it still works on Python 3.9.2 in our experience. Petlib has
OpenSSL as a dependency, so it is also an indirect dependency of our code. We
initially attempted to use Charm Crypto [19] instead of Petlib, but it would not
compile with more recent Python versions.

Pytest [20] is needed to run the tests.

Bit [21] is the library that enables PAPR Money to talk to the blockchain (see
Section 4.3). A multitude of different Bitcoin libraries exist for Python, but Bit
seemed to be the most popular and most recently updated.

Now is a good time to point out that, by using elliptic curve point groups, the
cryptographic operations become different from what is described in the thesis.
Thus, for example, even though we might write g* in the thesis, in our code, the
corresponding expression would be x % g, which is the equivalent elliptic curve
group operation. So as to preserve group agnosticity, we keep the old notation,
however. To read more on how to convert conventional finite field operations (with
modular reduction) into the realm of elliptic curves, please see Appendix A.

4.2 PAPR

The implementation of PAPR is based on two entities, the issuer and the user.
These entities strictly follow the logic and procedures described in the original
paper on PAPR. To simplify matters, in our implementation we have no network
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interface between a wuser and the issuer, as there would be in a real-world appli-
cation. As a proof of concept, it was instead deemed sufficient to let each user
hold a reference to the issuer, from which the user calls issuer code. Structuring
the system this way enabled us to skip implementing a network interface, which,
due to the nature of our research questions, would not have changed our results
significantly.

A user class without any reference to the issuer is also provided. That class
would be recommended for anyone who wishes to develop real-world applications
on top of PAPR. Note, however, that this class has methods with names such
as req_enroll_1() and req enroll_2(). This naming convention arises from the
fact that PAPR is inherently interactive. To give an idea of what this means we
show an example. In this particular case we concern ourselves with the enroll-
ment. This is initiated by a user wishing to register, which she does by calling
req_enroll_1(). The output could then be sent over the wire to the issuer as
input for its iss_enroll(). This, in turn, sends back its output to be used by
req_enroll_2().

As a matter of fact, most of the logic was tested using the user without a direct
reference to the issuer, with the help of Pytest. In Pytest an issuer was set up
along with a number of users. The information exchange was sent to and from the
issuer using method arguments and return values. Once all procedures presented
in PAPR [1] passed the tests, we moved on to our version of the user class that
directly references the issuer. Hereafter the version with an issuer reference will
be referred to when writing simply user.

421 CMZ

Alberto Sonnino’s work [22] heavily influenced our implementation of CMZ. How-
ever, our code differs from his since ours only support one hidden parameter, as is
all that is necessary for PAPR.

We initially set out to build the CMZ credential system that is secure under
decisional Diffie-Hellman (DDH), but this idea was made obsolete when realizing
that the other credential scheme presented in the paper, secure in the generic
group model (GGM), was sufficient. As we had already come a long way when
this dawned on us, we decided to continue working on our implementation, instead
of switching to Sonnino’s, which also is an implementation of the GGM-version.
Moreover, by building it ourselves, we also believed that that would help us get
a deeper understanding of the credential scheme. Nevertheless, we believe our
implementation could be swapped for Sonnino’s without too much hassle.

4.2.2 Schoenmakers’ PVSS

We also implemented Schoenmakers’ Publicly Verifiable Secret Sharing scheme |[3].
This is the first implementation in Python that we are aware of. In our implemen-
tation we have five main methods: distribute_secret, verify encrypted shares,
reconstruct, participant decrypt _and_prove and wverify decryption proof. The
remaining methods are helper methods.
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o distribute_secret: Generates encrypted shares, commitments and a proof
that the commitments and encrypted shares represent the same secret. The
shares are encrypted to the public keys that the method takes as an argu-
ment.

e verify encrypted_shares: Verifies the proof generated in distribute secret.

e participant_decrypt _and_prove: Decrypts an encrypted share given the
private key and the encrypted share. It also generates a proof that the
share was correctly decrypted.

o verify decryption_ proof: Verifies the proof from
participant_decrypt _and_ prove

e reconstruct: Reconstructs the shares that have been decrypted in partic-
ipant _decrypt and_prove to the gj where s is the secret and g¢p is the
generator.

Our PVSS implementation takes, as input, an elliptic curve group and two
generators. It is vital that both CMZ and PVSS uses the same curve and generators
as PAPR.

The answer from the decryption and reconstruction is the g; where s is the
secret and gq is the generator.

4.2.3 Bootstrapping

An obstacle to overcome regarding PAPR is the bootstrapping. In order for a user
to distribute the shares of her PubID to n other users, the n other users must exist
and have valid credentials. But what about the first n users? To solve this, we
constructed a bootstrap procedure, which we explain further down.

The bootstrapping problem could be solved in different ways. One way would
be for the issuer to create the first n + 1 users herself and then add real users as
usual. However, this would make it so that the issuer is in control of the first n+1
users and thus make the issuer in control of all custodians of the first real user,
i.e., user n + 2. Hence, enabling the issuer to revoke the first real user’s privacy
without having to publish that they do so.

Another option would be to use random points as the public keys. Doing so
would make it impossible to revoke the privacy of the first users who only have
the random points as custodians.

A third option is to batch the first n + 1 users who want to sign-up and let
them be each other’s custodians. However, this option is more complex and will
have to be re-done if any of the users fail their sign-up procedure.

We implemented the third option.

During normal credential issuance, when we have at least n + 1 users already,
a new user distributes the shares of its PubID amongst the users that are already
fully registered, with valid PAPR credentials. As for our users registering during
bootstrap, however, there are no users that have finished the credential issuance
procedure. Therefore the custodians of the first users must be other users reg-
istering at the same time. Every user participating in the bootstrap procedure
must share their PubCred before any user can begin their Data Distribution step.
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Therefore the credential (PrivCred, PubCred) that are generated as part of Cre-
dential Signing must be created and sent to the issuer at an earlier point than
usual. This means that Credential Signing must be split into two parts, credential
generation and credential signing.

Our method creates n + 1 users and enrolls them (n + 1 is needed since a user
cannot be its own custodian). Once enrolled, these users then create credentials
and send them to the issuer. The credentials are assumed valid by all users right
from the start, hence allowing the users to distribute their shares amongst each
other. Once the escrow shares have been created, the users go through the same
process as usual. Once all users participating in the bootstrap procedure have
completed their registration, the credential issuance procedure can be carried out
as usual.

Our bootstrap implementation introduces a temporary credential list, to which
every user writes their unverified public encryption key, y.. When every user has
done that, we yet again loop through the users. This time, with the exception of
credential generation, carrying out the normal procedure of the credential issuance.

We found no disadvantage of always letting the user generate its credential as
the first step in the credential issuance procedure. The main benefit gained from
running the sub-processes in this order was that the credential could be used as an
identifier for the specific user throughout the four steps of the credential issuance
procedure.

It could be argued that our bootstrapping procedure is volatile since if one of
the credentials fails during Credential Signing, then everything fails. However, the
research questions posed in this thesis do not address issues regarding malicious
users. Thus this is not a problem we will concern ourselves with.

Another thing worth mentioning is that users’ enrollment does not need to
be part of a proper bootstrap procedure. We structured it this way simply for
convenience.

4.3 PAPR Money

We have implemented an addition to PAPR, which we call PAPR Money, which
uses PAPR to add revocable privacy to Bitcoin. Although still simply a proof of
concept of a real-life usage scenario of PAPR, it facilitates real Bitcoin transactions
within a network of PAPR Money customers. This could be used by banks want-
ing to provide cryptocurrency trading without having to worry about regulations
concerning anonymous payments.

To carry out a transaction, the user must first get it accepted by the bank,
which checks if the payee’s address corresponds to one of the users in PAPR Money.
If the bank accepts the transaction, a standard Bitcoin transaction is created.

For PAPR Money to work with Bitcoin, we changed the group used by PAPR
to be the same elliptic curve group as the one used in Bitcoin. This allows for a
Bitcoin address to be derived from the PubCred, thus allowing for the PubCred to
be directly linked to the Bitcoin address used by PAPR money. Our implementa-
tion is a proof-of-concept and does only support the usage of one Bitcoin address
per customer. (See Chapter 6.2.3 for a proposal on how multiple Bitcoin addresses



Implementation 29

could be implemented.)

As in our PAPR implementation, we do not provide a network interface. This
implementation is sufficient for a proof-of-concept, but in a real-world application
this would have to be changed to use a messaging interface, where most of the
issuer’s messages would be put on and read from the lists.

431 Bank

We implemented a class, bank, that extends the issuer’s functionality. In addition
to the functionality provided by our issuer class, bank contains a method to check
if a Bitcoin address is an address from a registered user, as well as methods for
sending money and for getting the address of the bank.

A change was made to override the credential signing step in the issuer, to
also add the Bitcoin address of the customer (user) to a list, since it’s not possible
to go from a Bitcoin address to a public key (the PubCred). This is due to the
address being a hash of the public key.

4.3.2 Customer

As part of our proof-of-concept PAPR Money implementation, we created cus-
tomer, which inherits from user.

The customer has, in addition to the methods it inherits from user, methods
for sending money (send), getting its Bitcoin address (get address) and a method
for checking its balance (get_ balance).

4.3.3 Limitations

We had to limit the scope of our PAPR-money implementation due to time con-
straints.

In our implementation, we create one hash-chain per list, with a hash for each
new item put on the list. The intent was to enable the issuer to batch-update
the lists and only publish one hash per batch, to reduce the transaction fees. We
do not publish the hashes to a blockchain, which would be needed in a real-world
application to have the immutability requirement met.

Some of our simulations run multiple threads. Therefore, unfortunately, we
had to disable the hash-checks as that part of our implementation was not made
thread-safe. However, it should be noted that the verification of the hashes works
when running a single thread.

During the simulations, mock transactions were made, instead of real ones,
since it would be unfeasibly costly otherwise, even on the Bitcoin testnet.

During the transactions, the payer verifies that the payee is a registered par-
ticipant of the system. However, the payer does not verify if the other party had
been subject to a privacy revocation.
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4.4 Simulations

Our simulations were created to gather enough data to answer our three main
questions. To learn more about these questions, please see Chapter 5.

To investigate our questions, we created three simulations. To address Ques-
tion 1, we created Load Simulation. To address Question 2, we created Revocation
Failure Simulation, which intends to determine when revocations start to fail based
on how many previous revocations have been made. Lastly, to address Question
3, we created Revocation Delay Simulation.

4.4.1 Load Simulation

A list of parameter combinations (k,n) is supplied to a Pool object from multi-
processing, a built-in multicore Python library. The Pool starts as many processes
as there are CPU cores, distributes the parameter combinations among the cores,
and lets the processes pick one combination at a time. For each combination, the
program runs one bootstrap procedure, while measuring the time it takes for each
user. Once it has completed and all n + 1 users have been created, the result time
(the minimal entry out of all the times) is written to a file along with & and n. All
of the processes are running on separate cores in parallel.

4.4.2 Revocation Failure Simulation

We start with every user having valid PAPR credentials. Then we let the issuer,
I, request a revocation for a random user. Then we let all the users poll the L,.,.
If a user finds their y. in at least one of the custodian sets on L,.,, then it will
help out by decrypting those escrow shares. But, on the other hand, if a user finds
their PubCred in the list of public credentials that I wants to revoke, then they
stop answering forever.

Once every user has checked L,.,, and responded if necessary, it is time for I
yet again. This time, I attempts to restore the previously published request. If
it was successfully restored, then a counter keeping track of successful revocations
ticks up. Otherwise, the counter for unsuccessful revocations is incremented. At
the end of the loop, we print the total number of requests, successful requests,
unsuccessful requests. This loop continues until I has published requests for the
revocation of every user in the system.

4.4.3 Revocation Delay Simulation

In this simulation, we use our PAPR Money classes to simulate a running system.
With it, we intend to find out how long the delay of revocations are, i.e., how
long it takes from publishing a revocation request until that revocation request
has been successfully restored. To test this we use a system with 250 customers,
and run the simulation for different %k, n and user patterns. We make use of two
user patterns. The first user pattern defines the login interval, measured in days,
as a value taken from a Gaussian distribution with (x, o) = (2, 0.5). The second
user pattern uses a Gaussian distribution with (i, o) = (7, 2).
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The simulation begins by running the bootstrap procedure, adding the first
n+1 customers. Then the 250 — (n+ 1) customers are added, enrolled and issued
credentials.

To our aid we have two threads, one for the bank and one for the customers.
The customers all have fixed login intervals determined at the start by the Gaussian
distribution. They are placed in a priority queue, sorted so that the customer who
has the earliest next login time is first.

The customer thread polls the priority queue to get the customer that is sup-
posed to log on next, and will then do one of three things. First, if the customer
is not enrolled, she requests to become so. Second, if the customer is enrolled but
does not have a credential, she requests a credential. Lastly, if the customer has a
credential, it will first check L,.., and respond to any relevant revocation requests
and then perform a mock transaction to another customer in the system. If the
customer finds her credential in the list of revocation requests, she will refuse to
do anything, effectively simulating a user logging off forever. If the user is not
on L;¢,, the thread puts the customer back into the queue, only to repeat the
processes again and again.

Meanwhile, the bank thread is issuing a random revocation request once every
simulated day and logs whenever this happens. Ten times a day, the bank checks
if any of the published revocation requests can be restored, and if so, the request
is restored, and the time is logged. The simulation stops once the bank has issued
a revocation request for every customer.

444 UML

Figure 4.1 shows an UML diagram covering the essential parts of our codebase.
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Figure 4.1: Simplified UML




Chapter 5

Simulation Results & Analysis

Once PAPR and PAPR Money were implemented and set up, we ran simulations
of a PAPR Money network. What we intended to find out was the following:

e (Question 1: How does the committee size, n, and threshold number, k, affect
the computational load of the user’s device during credential issuance?

e (Question 2: At what point in time does a PAPR network begin to experience
unsuccessful revocations, due to the number of previously revoked users, for
different committee sizes and threshold numbers?

e Question 3: How do the size of the committee, the threshold number and
the time between logins for users affect the time it takes for a revocation
request to be fully processed all the way to a successful deanonymization?

5.1 Question 1: Computational Costs

During the credential issuance procedure, and more specifically the distribution
of the encrypted shares of PubID the user is required to construct a polynomial
of order k — 1, and then evaluate this polynomial at n places. This is, of course,
increasingly taxing as threshold number £ and committee size n increase. How
much slower does credential issuance become when increasing k versus increasing
n? How do these two parameters relate to each other? In this section we investigate
how the parameters k and n affect the time it takes to run the credential issuance
subprocedure for an arbitrary user, by running the bootstrap procedure. For more
information on how the bootstrap procedure works, see Section 4.2.3.

As the bootstrap procedure runs n+1 rounds of credential issuance, we believe
it makes for a good candidate for extracting our needed data points. Albeit we
do not calculate the average of the data points, but instead use the time of the
user that managed to execute the procedure the fastest, amongst the n + 1. This
is done to avoid outliers, arising from swaying CPU load and such, from affecting
the result.

We decided on measuring all n € {10,20,...,200}. For each n we test all
k€ {bx:xz € Z*,5x < n}. The result can be seen in Figure 5.1.

The duration of a credential issuance run clearly increases as k grows. That
behaviour was expected as the data distribution subprocedure requires the user to
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construct a polynomial of degree k — 1. Clearly, that would be more computation-
ally expensive if k increases.

It is clear that the larger n becomes, the steeper the slope will be when letting
n be fixed while varying k. This is obvious as a large n requires more evaluations
on the polynomial generated in data distribution. With a big n, there are also
more data custodians to select and to encrypt shares for.
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Figure 5.1: Duration of the credential issuance procedure for differ-
ent combinations of k£ and n.

Please note that our results measure both the user processing time and the
issuer processing time combined. The whole credential issuance was run sequen-
tially, where user and issuer take turns processing. The main computationally
heavy task of the issuer is her selection of custodians. In the real world, this could
be done in tandem with the user selecting custodians. This would reduce the time
slightly. Hence, Figure 5.1 could be regarded as an upper bound. Speed is also
implementation-dependent. Given optimization or hardware support, our code
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would be faster. How much faster our code would be is, of course, unclear.

5.2 Question 2: Critical Number of Revocations

This inquiry is both tricky to answer and to imagine. To explain the problem, we
must consult probability theory and, more specifically, the hypergeometric distri-
bution. The hypergeometric distribution is a discrete probability distribution that
simulates the following particular case: Imagine a hat with N number of marbles
in it, out of which K are white and N — K black. If n marbles were to be removed
from the hat, the probability that there were exactly k white marbles among the
removed marbles is given by the hypergeometric distribution. The cumulative hy-
pergeometric distribution function instead describes the probability of getting k or
less white marbles, for a specific number of removals. This distribution can easily
be tweaked to instead show the probability that more than k& white marbles were
removed.

Suppose we instead picture a PAPR Credentials system, with a (k,n)-
threshold-scheme, where the white marbles correspond to the n custodians of an
arbitrary user, and the black marbles symbolise the rest of the users, and each
marble removal corresponds to a revocation. In that case, the cumulative hyper-
geometric distribution tells us how big the chances are that among those earlier
revocations, there were more than n — k custodians for an arbitrary user.

If more than n — k of a user’s custodians have already been revoked, then that
user is suddenly irrevocable, as there are less than &k custodians left. This is clearly
a problem. Take PAPR-money, for instance. If a user cannot be revoked, the
anti-money laundering directives [8, 16] might deem the digital currency software
illegal. To read more on the anti-money laundering directives, see Section 2.8.

So how do we select the parameters for the threshold scheme such that the
risk of unsuccessful revocations is low? Figure 5.2 shows some suggestions. If
we step back to the original question, we can see that the answer is completely
dependent on what values we give to k and n. From Figure 5.2 we can derive that
the probability of revocation failure increases faster for threshold schemes with
bigger n. We also see that the quotient of k/n determines where, on the z-axis,
the probability of unsuccessful revocations starts to rise. The closer the quotient
is to 1—and the further it is from 0—the earlier the probability begins to ascend.

Increasing n, while letting k£ be fixed, is advantageous as it postpones the
unsuccessful revocations in regard to the number of earlier revocations, but worse
since a selection of users colluding with the issuer have a higher chance of each
getting a share. We will, however, not concern ourselves with problems connected
to collusion or malicious users.

What happens when k is set to a value close to n? Revocation delay will
increase as more users are needed for reconstruction, the computational load will
be higher, and, of course, the number of unsuccessful revocations will go up.

Does the number of users affect the probabilities in Figure 5.27 Taken to the
extreme, it does. As an example of this, please see Figure 5.3, with an emphasis on
the curve for (k,n) = (50,100). In such a system, every user is a data custodian
of every other user.
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Figure 5.2: Probability that a revocation will not be possible based
on the number of previous user privacy revocations, for different
k and n, for 100, 000 users.

If you are thinking that 101 is the minimum number of users for a PAPR
Credential system where n = 100, then you are correct. This plot does not consider
that a user cannot be its own custodian, but this is beside the point. The point is
that in such a system, once 51 users have been revoked, the chance of being able
to revoke the next user’s privacy is zero.

If we increase the number of users to 1,000, we obtain the probabilities of
Figure 5.5. Finally, Figure 5.6 shows the probabilities of a system with 10,000
users. As can be seen, when comparatively looking at the above-mentioned figures,
the differences between the graphs become smaller and smaller as the number of
users increases.

Hence we can deduce, and conclude, that, as the number of users tends toward
infinity, our probabilities asymptotically reach a steady state.

To verify the behaviour displayed in the above plots, we ran a simulation on
the system with 1,000 users (Figure 5.5). To read more about how the simulation
works, see Section 4.4.2. Figure 5.4 shows the results of the simulation. As can
be seen, the hypergeometric distribution, when used correctly, can be a great aid
in predicting when revocations begin to fail in a PAPR Credentials system with a
(k, n)-threshold scheme.

5.3 Question 3: Revocation Delay

To answer how the size of the committee, the threshold number and the time
between logins for users affect how long it takes for a revocation request to be
fully processed all the way to a successful deanonymization, we must first establish
some assumptions, namely,

e how often a user uses the service and

e how big the committee and threshold number should be.
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Figure 5.3: Probability that a revocation will not succeed based on
the number of previous user privacy revocations, for different k
and n, for 100 users.

We decided to investigate two user patterns. For each user pattern, we looked
at two k’s, and for each of the k’s we examined four different values of n. On top
of that, we have decided to look at (k,n) = (5,10) for the selected user patterns.
In total 18 combinations.

Each user is given a login frequency (measured in days) from normal distri-
bution values, which determines what we call the user pattern. To clarify: each
user will be given their own login frequency at the start, and each user’s login
frequency will be fixed throughout the simulation.

The first user pattern we decided to work with is defined by A(2, 0.5). In
this distribution, almost all login frequencies fall in between zero and four days.
The few users who end up with negative frequencies are taken care of by using the
absolute value of the frequency.

The other user pattern we went for was N (7,2). With this distribution, most
of the values end up in the range of 0 to 14.

The reason for choosing these user patterns, in particular, was simply because
they allow us to observe what happens when the variance of login times changes.
One can quite simply deduce that, for two user patterns that only differ in mean-
values, the delay would change while the variance of the delay would remain the
same. The Gaussian distributions used are visualised in Figure 5.7.

We chose to inspect £k = 5 and k£ = 20. For n, we looked at 50, 100, 150
and 200. As mentioned earlier, we also added n = 10 for £k = 5. It was specially
added to allow us to see what happens when k£ and n both are small, while k is
comparatively large.

Using these values, we were able to produce Figure 5.8 and Figure 5.9, the
only difference between the plots being that the latter has an added polynomial
regression fitting [23].

As can be seen in Figure 5.9, the regression fitting of each parameter combi-
nation, where k is small in relation to n, is almost straight, until a certain point,
when some revocations have been made. After that point, the average revocation
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Figure 5.4: Total number of failed revocations in relation to number
of revocation requests, for different k and n, for 1,000 users.

delay starts growing exponentially until no more revocations are possible. Com-
binations where k is big in relation to n, e.g., (k,n = 20,50), exhibit exponential
growth already from the start.

53.1 Fixed k

In Figures 5.8 and 5.9 we can see that by increasing n relative to k, the expected
duration from the time of requesting a revocation to the time of the revocation
succeeding is kept short for a longer period of time. This could be explained by the
following. The likelihood of at least k custodians answering quickly becomes higher
the more custodians there are. The larger the committee size is, in comparison to
the number of custodians that are needed for a successful revocation, the quicker
the revocation can complete. This can be compared to what we previously have
seen in Figure 5.2, where we can see that an increase in the size of the custodian
set—in comparison to the threshold number—affects the likelihood of successful
revocations in a similar way.

5.3.2 Fixed n

What happens when we increase k while having a fixed n? The change can be
observed by looking at the difference between the rightmost plots and the leftmost
plots of Figure 5.9. Clearly, this increases delay no matter how many previous
revocations have been made. The revocation delay also seems to begin growing
exponentially from the start, as mentioned above.

5.3.3 Variance

We can see that different values of parameters, apart from changing the average
delay of revocations, give rise to more or less variance of the data points. For
example, in the case of (k,n) = (5, 10), we can see that the variance of the time
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Figure 5.6: Probability that a revocation will not succeed based on
the number of previous user privacy revocations, for different k
and n, for 10, 000 users.
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Figure 5.7: The Gaussian distributions used for generating login
intervals

until a revocation request is sufficiently answered is much larger than in any other
plot. Since a large fraction of the custodians is needed, the likelihood that at
least 5 out of 10 of the custodians are fast is much lower than the likelihood
that, for (k,n) = (5,200), 5 out of 200 are fast. For the former, the 5! slowest
user determines the delay of the revocation request, while in the latter, the 195"
slowest sets the bar.

In the case of (k,n) = (5, 10), we quite early have a noticeable amount of users
that will never be able to be revoked (see Question 2 and Figure 5.4). Nevertheless,
any user that the issuer has issued a privacy revocation request against will log out
forever as soon as it finds itself on L,..,. That could play a part in why the average
time to revocation is seemingly more dependent on outliers, for (k,n) = (5,10)
than for the other parameter combinations.

5.3.4 Quotient of k£ and n

We happen to have two curves for each user pattern, where the quotient of k£ and
n is the same. These are (k,n) = (5,50) and (k,n) = (20,200). The latter seems
to have a lower variance. Why that is is reasoned about above, in Section 5.3.3.

The slope of (k,n) = (20,200) seems slightly more steep at the end than that
of (k,n) = (5,50); however, the exponential increase in delay times begins later in
regard to the number of previous revocations.
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Chapter 6

Conclusions & Future Work

6.1 Conclusion

In this thesis, we have presented the first-ever implementation of a PAPR cre-
dential scheme. The implementation is available on Github [24]. As part of the
implementation, we have built Schoenmakers’ PVSS in Python. Our implementa-
tion of Schoenmakers’ PVSS is the first implementation that we are aware of in
Python.

A proof-of-concept real-world application was created using our PAPR creden-
tials scheme, called PAPR Money, capable of transferring bitcoins inside a network
of PAPR Credentials users while still maintaining conditional privacy. This could
prove to be a big step forward in the field of anonymous transactions.

We presented three research questions concerning the properties of PAPR cre-
dential schemes, and we answered them. With the help of our data, we believe
that authors of potential future implementations of PAPR credential schemes will
construct their schemes with a better understanding of how the threshold number
and committee size affect their implementations.

6.1.1 Analysis Summary

To keep the variance of delays low while at the same time keeping revocation delay
short, we suggest a big n in comparison to k. One can favourably set k as low as
possible.

By lowering k, the revocation delay becomes less affected by users with more
sporadic login intervals.

By increasing the committee size, a larger subset of users can help out with
revocations. Such an increase of n delays the point in time when revocations start
to fail, due to the number of previous revocations, while at the same time reducing
the delay of revocations.

6.2 Future Work

In the following section, we will touch on the key missing features of our imple-
mentation. We will begin, however, by mentioning an aspect which we have not
taken into account before.
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6.2.1 Issuer Colluding with Users

Users colluding with the issuer is a real-world problem. Given a threshold scheme
with a k& much smaller than n, say (k,n) = (5,1,000), then, if the issuer bribes
0.5% (k/n) of the users, she has a good chance of secretly revoking users, since the
issuer could then contact the users necessary for a revocation under the counter.
The above example only holds if there are exactly 1,000 users in the system. As
the number of users increases, knowing who to bribe becomes increasingly difficult
for the issuer.

6.2.2  Our Implementation

During our time working on the implementation of PAPR Credentials, some cor-
ners were cut. These shortcuts did not affect the result of our simulations but
should be addressed before anyone decides to use our software in a real-world
application. These shortcuts are addressed below.

Proper Randomly Selected Custodians

During data distribution, when the issuer and user cooperatively select which
users should become data custodians, we use a pseudorandom number generator
of our own design. Any of the two parties could test a huge set of input values, and
potentially find input values that somehow affect the selection of data custodians to
their advantage. A selection process where this cannot occur would be preferable.
One way of achieving this would be to use a multiparty randomness generation
protocol like [25].

Anonymous Custodians

When distributing shares and deciding on custodians, the selected custodians must
be users that have not had their privacy revoked. This is not a problem for us
since, in all of our simulations, we issue credentials to all of our users before any
revocations take place.

Binding of T'(ID)

To allow for trans-credential pseudonymity, the issuer is required to log T'(ID)
and bind it to PubCred;, so that if a user requests a new PubCred; this can be
linked to the old PubCred;.

Refusal of Credential Usage

Two conditions why the issuer should refuse to authenticate a user with a certain
credential exist.

1. If the issuer has issued a privacy revocation on a user.

2. If more than n —k of a user’s data custodians has had their privacy revoked.
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The former condition requires a simple fix in the code. The latter condition is
trickier, as the user has not broken any laws. The latter could be solved by creating
a special procedure that runs specifically when n — k£ data custodians have been
revoked of a user attempting to authenticate herself. In such a procedure, the issuer
could force the user to generate a new credential, link the two credentials and then
allow the user to transfer all potential funds connected to the old credential to the
new credential.

6.2.3 Multiple Bitcoin Addresses per User

A way to allow for multiple Bitcoin addresses per user could be by reusing 7'(ID)
to generate multiple credentials. If the issuer keeps track of the T'(ID) used to
create the different credentials, pseudonymity still holds, and all transactions made
by a user are pseudonymously linkable from the view of the authority. By logging
T(ID) this way, we would allow for users to create new addresses whenever they
want to receive funds, in accordance with Bitcoin best practices, such that the
user can determine who paid them. The credential issuance procedure would need
to run once for every new Bitcoin address; thus, the time it takes for credential
issuance would no longer only be a consideration during sign-up, but for every
payment. Therefore, significantly lower k and n would likely have to be used in
order to decrease the times shown in Figure 5.1. Since every PubCred could be
used as a custodian, the customer would need to keep all old keys and need to be
able to respond to revocation requests on all of her credentials. A system where
every user holds several credentials would also introduce a problem where the same
user (with different PubCreds) could be custodian multiple times to one user.
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Appendix A

Elliptic Curve Operations

Our implementation of PAPR and PAPR Money is constructed using elliptic curve
point groups. Elliptic curve operations work somewhat differently than operations
in the more classical finite fields constructed using modular reduction. In a classical
finite field, only a few of the numbers qualify as generators. In elliptic curve
cryptography, we make use of points, i.e., coordinates, on a curve. All points on
an elliptic curve are generators.

Modular exponentiation, in a classical finite field, for example, corresponds
to multiplication of a number and a point in a cryptographic scheme constructed
using elliptic curves.

We list a few examples of how to convert the conventional multiplicative
notation—as used in fields constructed using modular reduction—into the realm
of elliptic curve groups.

1. The expression z¥, written in multiplicative notation, is equivalent to the
elliptic curve operation y - x, where x is a point, and y is a number.

2. The expression 2%/?, written in multiplicative notation, is equivalent to the
elliptic curve operation (a -b~1) - x, where x is a point on the curve, and a
and b are numbers.

3. The expression x - y, written in multiplicative notation, is equivalent to the
elliptic curve operation x + y, where x and y are both points.

More examples can be found in RFC 6090 [26].
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